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Abstract—The addition of support for genericity to mains-
tream programming languages has a notable influence in
refactoring tools. This also applies to the JAVA programming
language. Those versions of the language specification prior
to JAVA 5 did not include support for generics. Therefore,
refactoring tools had to evolve to modify their refactoring
implementations according to the new language characteristics
in order to assure the correct effects when transforming code
containing generic definitions or using generic instantiations.

This paper presents an evaluation of the behaviour of
refactoring tools on source code that defines or uses generics.
We compare the behaviour of five refactoring tools on a well
known refactoring, Extract Method, and its implementation
for the JAVA language. We distill the lessons learned from
our evaluation into requirements that have to be taken into
account by refactoring tools in order to fully conform to this
new language feature.

Keywords-generics; generic programming; refactoring; ex-
tract method; test cases

I. INTRODUCTION

Software Maintenance is an area of special interest in
Software Engineering. Most of the cost and time invested in
a software project is devoted to the maintenance phase [1].
As software evolves as part of the maintenance activities,
it is in continuous decay. One of the most recommended
techniques, with increasing success, to improve software
structure during evolution is known as software refactoring.

Refactoring is a transformation of the software’s internal
structure, the main motivation of which is to enhance
software comprehensibility and reduce maintenance costs,
keeping observable behavior unchanged [2]–[4]. Ideally,
this transformation may be achieved automatically or semi-
automatically, provided with appropriate tools. The rele-
vance of automating refactoring in recent years can be seen
in workshops focused on refactoring tools development [5]–
[7].

Refactoring tools must deal with source code. Source
code is written in programming languages. Hence, as pro-
gramming languages evolve, refactoring tools must evolve
too, in order to adapt to new language features. In recent
years, some programming languages have updated their
specifications to provide support for new characteristics
such as generics and annotations (metadata support). This

is the case of the JAVA language. First versions of the
JAVA language kept the language syntax almost unchanged.
Version 1.1 introduced inner and anonymous classes, version
1.4 added the assert statement, but version 1.5, also
known as JAVA 5, is an important evolution of the language.
JAVA 5 incorporated generic (parametric) types, automatic
conversion (autoboxing), static imports, typed enumerations,
functions with variable number of arguments, and enhanced
for-loop statements allowing smooth implementations of the
iterator design pattern.

Generics in JAVA supposed an important step towards
programming type-safeness. The use of parametric types
avoids downcasting to some extent. This allows more legible
code to be written and avoids from including additional
code for type checking purposes. Generic methods and
type inference jointly provide a simple reuse technique.
Constrained genericity, multiple bounds, unknown type and
extends or super bounds [8] help to rewrite existing
code in a simpler and safer manner. Then, the opportunity of
refactoring legacy non-generic code to generic code [9], [10]
arises as a challenge for refactoring tools. Moreover, source
code exploiting generic capabilities proliferates. Therefore,
refactoring tools, when targeting code using generics, must
be able to guarantee that refactoring operations previously
available do obtain the correct results, according to the new
language specification.

In order to analyze the current situation, this work pre-
sents a case study of the Extract Method refactoring on a
set of well-known tools: ECLIPSE [11], NETBEANS [12],
REFACTORIT [13], INTELLIJ IDEA [14] and CODEGUIDE
[15]. The study is generics-centered, exploring issues such as
type parameter definition in classes and methods, bounding,
unknown type, and type parameter instantiation. A suite of
test cases is defined and described. They are used to evaluate
how refactoring tools perform the Extract method in the
absence and presence of generics. Results of the study can
be used to state some helpful properties we recommend for
refactoring tools.

The rest of the paper is organized as follows: Sec. II
looks inside the definition of the Extract Method refactoring.
Sec. III presents a suite of test cases to analyze and evaluate
refactoring tools behaviour for the Extract Method in the



absence of generics. This suite comes with a frame for
comparing refactoring tools. The results of the comparison
of five refactoring tools is presented. Sec. IV completes the
study with the definition of another test suite in the presence
of generics. It also shows the results of comparing the same
tools as in the previous Sec. Sec. V analyzes works related
with the development of integrated or standalone refactoring
tools, as well as their architectonic and design solutions.
Finally, the conclusions and future work are presented in
Sec. VI.

II. THE Extract Method REFACTORING

The Extract Method refactoring was originally defined in
Fowler’s Refactoring Catalog [2]1. It can be considered as
one of the most relevant refactorings since an important
number of other refactorings in this Catalog refer to it and
also because it is a solution for several code defects (Bad
Smells) [2]. From the perspective of developing refactoring
tools, Fowler explained that the automation degree for this
refactoring reveals the situation he called “Crossing Refac-
toring’s Rubicon” 2. It therefore seems to be the ideal case
study for conducting this work.

There is no commonly agreed refactoring definition. No
consensus exists on either concepts (refactoring arguments,
preconditions, postconditions) or on transformations (ac-
tions). The definition presented in Table I is inspired by
the original description in Fowler’s book [2], but intends
to clarify the preconditions and effects of the refactoring
(postconditions) as well as the actions to be performed. Each
element is described in a textual manner. It is also possible to
tackle more formal descriptions based on predicate logic [16]
or OCL [17]. Nevertheless, the purpose here is to present
the refactoring in a simple but more precise way, rather than
introducing more complex descriptions.

The execution of the Extract Method refactoring depends,
to a great extent, on the variables used in the method’s
scope. Fields need no special treatment since their scope
is the entire class, hence values do not need to be packaged
in parameters or as return values in order to ”survive”
the invocation of the extracted method. Formal arguments
must be treated as local variables that may not be assigned
(Fowler recommends in his book the use of the Remove
Assignments to Parameters refactoring). Formal arguments
and local variables are jointly the center of attention here.
Different cases can be described separately:

• No variables. No local variable is used in the selected
code fragment. In this case, the extracted method will
not receive any arguments nor return any value.

• Read. The selected code fragment reads local variables.
These local variables must be passed as arguments

1Available at http://www.refactoring.com/catalog/extractMethod.html
2Crossing Refactoring’s Rubicon, http://www.martinfowler.com/articles/

refactoringRubicon.html

Table I
EXTRACT METHOD AT A GLANCE

Description Extract a code fragment into a new method of the same
class, replacing the extracted code fragment by a call to the extracted
method.
Motivation A code fragment can be invoked as a new different
method. This enables existing duplication to be removed and reuse
in other places without creating redundant copies.
Inputs The code fragment (f ) and the name of the new method (N)
Preconditions

- The code fragment must be valid: compilation succeeds even if
the selected code fragment is removed from the method.
- There is no other method in the class with the same signature as
the method to be created.
- If more than one local variable or parameter is assigned in the
code fragment, at most one of them is read in the control flow of the
original method after the execution of the extracted code fragment.
- The code fragment does not contain conditional returns: it always
returns (contains unconditional return) or always flows from the
beginning to end.
- The code fragment does not jump outside itself.

Actions
- Add method skeleton with name N.
- Add formal arguments to the new method N. Formal arguments are
inferred form parameters read in the extracted fragment and local
variables read in the fragment and assigned in the original method’s
control flow before the fragment.
- Move the extracted fragment code.
- if necessary: Add a return type to the new method’s signature and
a return instruction to the method body.
- if necessary: Add throws clauses to the new method’s N
signature.
- Replace the extracted code fragment with the appropriate method
call, passing the proper parameters.

Postconditions
- The class, where the code fragment was contained, has a new
method named N and signature with inferred formal arguments and
return type.
- The original method contains a call to the new method N instead
of the extracted code.

when calling the extracted method. They can be named
as inputs.

• Read/Write. Local variables inside the selected code
fragment are read and also assigned. It can be consi-
dered that there are inputs and outputs. Preconditions
enable just one output value.

• Write. Variables are declared in the fragment and
modified on it. This can be considered as outputs.

Depending on how instructions following the selected
code fragment use variables, the cases of Read/Write as well
as Write variables can be split to:

• The modified variable is not used in instructions sub-
sequent to the code fragment. If the variable is used
in instructions before the extracted code fragment, it
should be passed as value argument, in any other case,
its declaration can be moved into the extracted method.

• The modified variable is used in instructions subsequent
to the code fragment. This forces the tool to make the
extracted method return the value and the calling code
assigned to it.



Generics introduce a new problem concerning the pre-
sence of formal type parameters declarations in methods.
In JAVA 5, it is possible to declare type parameters at
the class level, but also at the method level. With generic
methods, the extracted method must include the necessary
type parameters declarations and their bounds in order to
guarantee the semantic correction of the refactored code.
Nevertheless, when type parameters are declared at the class
level, they have a broader scope. In this case, no special
treatment is necessary. This is similar to the case of class
attributes in terms of variables.

At the base of the provided Extract method refactoring
definition, a study of how it is implemented in five of the
most extended refactoring tools is presented in the next two
Sections. First, the study deals with refactoring source code
in the absence of generics, and later on, with refactoring
source code in the presence of generics.

III. STUDYING THE Extract Method REFACTORING IN
THE ABSENCE OF GENERICS

The case study has been divided into two parts detailed in
this and the following sections. The first suite of test cases,
those defined in the current section, have been designed for
use in a comparative study of refactoring tools when the
Extract Method refactoring is run over source code without
generics. The test cases in the current section has also been
divided in two groups with different aims. The first group
of tests fulfills the refactoring preconditions. On the other
hand, the second group is comprised of tests that do not
fulfill the preconditions. The whole code set is available at
http://pisuerga.inf.ubu.es/rmartico/extractmethod.

The test cases of the first subgroup, those that fulfill the
preconditions, try to cover all the significant cases, in order
to see the effects of applying the Extract Method refactoring:

• Without local variables. This is the simplest case,
since local variables are not used in the extracted code
fragment. Neither is it necessary to propagate values
(or references), nor to collect return values.

• With input variables. We need to propagate the values
of the local variables inside the extracted code fragment
to use them in the method. They are passed as formal
arguments.

• With input variables and one output variable. We
need to propagate the values of the variables inside the
extracted code fragment to use them in the extracted
method. In addition, we need to collect the new value
from one of the variables. This value is obtained in the
next steps. Besides, if the variable is declared inside
the code fragment, it may be necessary to add the
declaration of the returned variable.

• Loop reentrance. The extracted code fragment is
inside a loop, and uses auto-increments or auto-
decrements on one variable (i.e. i++;). The test case is
repeated using nested loops. As a result of the iteration,

however, the incremented variable is not apparently
accessed in the control flow of the original method after
the extracted fragment is left. It is necessary to return
and to collect its value between iterations.

• Add exceptions to method signature. The test checks
that the extracted method throws the correct exception
set. A first test extracts a code fragment with a set of
the checked exceptions to be added in the new met-
hod signature. In the second case, only one exception
must be thrown, since the code fragment contains the
instruction try-catch for the second exception.

The second suite contains the test cases that do not fulfill
the preconditions. The tests are detailed in the following
cases:

• Return of several variables. Several variables are
modified inside the extracted code fragment, and are
accessed later. This problem also appears in loop reen-
trance with several variables, using a simple or nested
loop.

• Code fragment is not complete. The selected code
fragment does not compile once it is extracted to the
new method, although formal argument or variable
declarations are added. Its extraction generates a syn-
tactically incorrect code.

• Conditional return. The code fragment may not return,
depending on the method’s input values. The code
fragment must not contain conditional returns: it always
returns, or it runs from the beginning to the end.

• No jumps out of the fragment. The code fragment
does not contain jumps out of the fragment. This
problem appears when labels are used with continue
or break instructions. This problem also appears if
there are break or continue instructions inside a
loop, and the loop is not included in the code fragment.

• Method extracted with the same signature. The ex-
tracted method has the same signature as other methods
in the current class.

The results collected with this test suite can be seen in
Table II. For each tool, it shows the results for inputs that
fulfill refactoring preconditions. In a general way, they ob-
tain the same refactored code in most of the cases (fulfilling
preconditions).

The loop reentrance is one of the most complicated cases
to detect. It seldom fails in ECLIPSE but more frequently
in CODEGUIDE. Regarding the exception handling, most
of the tools refactor the code correctly. However, there
are variants in how they detect the inheritance relationship
between exception classes, and thus, different numbers of
exceptions are added in the throws clause of the extracted
method.

The behaviour of each one of the tools, taking into account
the non-fulfillment of preconditions that disallow running the
refactoring, is shown in Table III.



Table II
TEST CASES BASED ON FULFILLED PRECONDITIONS

Test Cases ECLIPSE 3.5.0 NETBEANS 6.5.1 REFACTORIT
2.7.beta

INTELLIJ IDEA
8.1.3

CODEGUIDE 8.0

Without variables Ok Ok Ok Ok Ok
With input variables Ok Ok Ok Ok Ok
With input variables and one output
variable

Bug: it always re-
turns a value but
is never accessed
in the next ins-
tructions

Ok Ok Ok Error

With input variables and one output
variable with type declaration

Ok Ok Ok Ok Ok

Several variables are modified but
never accessed in the next instruc-
tions

Ok Ok Ok Ok Ok

Loop reentrance Ok Ok Ok Ok Error
Loop reentrance with nested loop Error Ok Ok Ok Error
Add exception in method signature Ok (2 except.) Ok (2 except.) Ok (only IOEx-

ception)
Ok (only IOEx-
ception)

Ok (only IOEx-
ception)

Add exception with nested try Ok Ok Ok Ok Ok

Table III
TEST CASES BASED ON NON-FULFILLMENT OF PRECONDITIONS

Test Cases ECLIPSE 3.5.0 NETBEANS 6.5.1 REFACTORIT
2.7.beta

INTELLIJ IDEA
8.1.3

CODEGUIDE 8.0

Return of several variables Ok Ok Ok Ok Error
Return of several variables with
loop (loop reentrance)

Ok Error Ok Ok Error

Return of several variables with
nested loop (loop reentrance)

Error Error Ok Ok Error

Code fragment is not complete Ok Ok Ok Ok Ok
Conditional return Ok Ok (additional

generated code)
Ok Ok (additional

generated code)
Ok

No jumps out of the fragment Ok Ok (additional
generated code)

Ok Ok (additional
generated code)

Ok

Method extracted with the same
signature

Ok Error Ok Ok Bug: if method
m() exists

We can also observe that each tool has a particular
behaviour. Either they detect the non-fulfilment of the pre-
conditions and avoid running the refactoring (this is the
usual behaviour when more than one return value exists)
or they warn the user about the non preservation of the
behaviour. The final decision, about continuing or cancelling
the operation, is delegated to the user (e.g., a method with
the same signature).

In cases such as “conditional return” or “no jumps out of
the fragment”, NETBEANS and INTELLIJ IDEA add some
additional code to the extracted method, which returns a
boolean value. The method invocation is included in an
if instruction conditioned by the returned value to run the
return or labelled break instruction . In CODEGUIDE,
the user cannot introduce the new method name.

These problems get worse if we combine the multiple re-
turn problem with the loop reentrance. In this case, ECLIPSE,
NETBEANS and CODEGUIDE show problems in detecting
these situations. Even in some cases, bugs and errors have
been shown in these tools.

Basically, although the Extract Method refactoring was

defined a decade ago, its implementation and behaviour
is very different in each tool. As we shall see in the
next section, the errors increase when new generics-related
features are included in the code.

IV. STUDYING THE Extract Method REFACTORING IN THE
PRESENCE OF GENERICS

When Fowler defined this refactoring, all examples were
coded with the JAVA syntax previous to the 1.5 version [18],
[19]. Generics were included in subsequent versions, and
hence the problems about generics had not been taken into
account.

In this section, generics are considered in refactoring as
well as their implementation in different tools. The code
examples are extracted from the JAVA API source code
(package java.util), and other code examples are taken
from [8]. In each case, we point out the extracted code
fragment and the expected result. After applying these test
cases, the observed results are collected on the selected tool
set.

All previous preconditions and postconditions, explained



in Sec. III, are fulfilled. Formal type parameters or type
variables must be taken into account in the classes and the
methods where they are declared:

• Class formal parameter: its scope is constrained
to the class where it is declared. It can be used
as any other type. For example: public class
Vector<E> where E is the formal parameter in the
class, and can be used in the type declarations in the
class code.

• Method formal parameter: its scope is constrained
to the method where it is declared. For example:
<E> void add(List<E> list, E element)
where E is the method formal parameter. It can only
be used in the add method scope. When Extract
Method refactoring is applied, the formal parameter
declarations and their bounds must be propagated to
the new method if the formal parameter is used within
declarations contained in the extracted code.

Although this work does not seek to give an exhaustive
list, Table. IV shows a summary of the test cases and the
collected results. The suite of test cases with generics are
enumerated next:

• With class formal parameter: If we apply the re-
factoring on a class java.util.ArrayList<E>
with a method remove using lines 4-11 of Listing.
1, the extracted method can access the type E without
additional changes.

Listing 1. Class formal parameter
1public E remove(int index) {
2 RangeCheck(index);
3 modCount++;
4 // beginning
5 E oldValue = (E) elementData[index];
6 int numMoved = size - index - 1;
7 if (numMoved > 0)
8 System.arraycopy(elementData,
9 index+1, elementData, index,

10 numMoved);
11 // end
12 elementData[--size] = null;
13 return oldValue;
14}

This behaviour is fulfilled in ECLIPSE, NETBEANS,
INTELLIJ IDEA and CODEGUIDE. In the particular
case of REFACTORIT, a new import clause is added
(import java.util.ArrayList.E;) that gene-
rates compilation errors.

• Using unknown type: We need to propagate unknown
type declarations (?), and their bounds.

Listing 2. Unknown type declarations
1public boolean addAll(
2 Collection<? extends E> c) {
3 // beginning
4 Object[] a = c.toArray();
5 int numNew = a.length;

6 ensureCapacity(size + numNew);
7 System.arraycopy(a, 0, elementData,
8 size, numNew);
9 // end

10 size += numNew;
11 return numNew != 0;
12}

In Listing. 2, we apply the refactoring on lines 3-9.
The type of formal argument c is propagated correctly,
with the exception of REFACTORIT that declares a new
formal argument with type Collection.

• Method formal parameter inferred from generic
array type: When we apply the refactoring on a met-
hod with formal parameters, as the method toArray
in Listing. 3, extracting lines 6-11, the new method
must contain a formal parameter T inferred from the
generic array type.

Listing 3. Method formal parameter inferred from generic array type
1public <T> T[] toArray(T[] a) {
2 if (a.length < size)
3 return (T[]) Arrays.copyOf(
4 elementData, size,
5 a.getClass());
6 // beginning
7 System.arraycopy(elementData, 0, a,
8 0, size);
9 if (a.length > size)

10 a[size] = null;
11 // end
12 return a;
13}

This test case does not pass in ECLIPSE, NETBEANS,
CODEGUIDE and REFACTORIT. This last refactoring
tool, REFACTORIT, tries to add a new import clause
java.util.ArrayList.T. INTELLIJ IDEA is the
only tool that completes the refactoring in a correct
way.

• Type inference from declarations: If we extract the
code between lines 3-7 in Listing. 4, it must be declared
a formal parameter <T> in the new method.

Listing 4. Type inference from declarations
1public static <T> List<T> toList(T[] arr){
2 List<T> list = new ArrayList<T>();
3 // beginning
4 for (T elt : arr){
5 list.add(elt);
6 }
7 // end
8 return list;
9}

In ECLIPSE and INTELLIJ IDEA, type T is inferred
from the non-generic array declarations (e.g. T elt).
With NETBEANS, CODEGUIDE and REFACTORIT, the
formal parameter is not included, so generated code is
not correct.



• Bounded unknown type with formal parameter In
the cases of bounded unknown type with formal para-
meter, the bounds must be propagated to the extracted
method.

Listing 5. Bounded unknown type with formal parameter
1public static <T> void
2 copy(List<? super T> dst,
3 List<? extends T> src){
4 // beginning
5 for (int i = 0; i < src.size(); i++){
6 dst.set(i, src.get(i));
7 }
8 // end
9}

In Listing. 5, if we extract the code between lines 4-
8, with ECLIPSE, NETBEANS and CODEGUIDE, the
formal parameter and bound T are not added. REFAC-
TORIT does not add the formal parameter but declares
the variables dst and src as type List. INTELLIJ
IDEA completes the refactoring with success.

• Simple bound in method formal parameter Simple
bound of the formal parameter must be propagated
to the extracted method. In Listing. 6, if we extract
the lines 9-16, ECLIPSE, NETBEANS, REFACTORIT
and CODEGUIDE add formal parameters <S, T> but
simple bounds are lost.

Listing 6. Simple bound in method formal parameter
1public static <S extends Readable,
2 T extends Appendable>
3 void copy(S src, T trg, int size,
4 boolean flag)
5 throws IOException{
6 CharBuffer buf = CharBuffer.
7 allocate(size);
8 int i = src.read(buf);
9 // beginning

10 while(i>0){
11 buf.flip();
12 trg.append(buf);
13 buf.clear();
14 i = src.read(buf);
15 }
16 // end
17}

REFACTORIT includes import clauses for type
java.util.List.T and java.util.List.S.
Only INTELLIJ IDEA correctly completes the execu-
tion of this refactoring.

• Multiple bound in method formal parameter (see
Listing. 7). The last test studies the propagation of
multiple bounds. As before, if we extract lines [10 -
17] in Listing. 7, we obtain the same behaviour as in
the previous case with simple bound on the selected
refactoring tool set.

Listing 7. Multiple bound in method formal parameter
1public static <S extends
2 Readable & Closeable,
3 T extends
4 Appendable & Closeable>
5 void copy(S src, T trg, int size)
6 throws IOException{
7 CharBuffer buf = CharBuffer.
8 allocate(size);
9 int i = src.read(buf);

10 // beginning
11 while(i>0){
12 buf.flip();
13 trg.append(buf);
14 buf.clear();
15 i = src.read(buf);
16 }
17 // end
18 src.close();
19 trg.close();
20}

In conclusion, we can observe that generics are not
completely included in current implementations of Extract
Method refactoring. INTELLIJ IDEA is the only exception
that provides a complete support with these test cases.
The remaining tools do not include full support. Generics
do not need additional preconditions or postconditions, but
require a complete and correct type system support. This is
a basic condition to guarantee behaviour preservation. These
problems prove that refactoring tools need to evolve when
new features appear in mainstream programming languages
such as JAVA.

V. RELATED WORK

Tool support for automatic refactoring is widespread nowa-
days. Either standalone refactoring tools or plug-ins or add-
ins for Integrated Development Environments are available.
Implementing refactoring operations from Fowler’s catalog
[2] has been the predominant trend. The refactoring opera-
tions implemented by each tool are listed as options in an
additional menu to attract software developers with these
special automatic software transformations. The refactoring
use is studied [20] [21] in order to understand how program-
mers refactor.

These refactoring operations were originally implemented
as independent algorithms. Implementations did not fulfill
some relevant quality aspects such as scalability, reusabi-
lity and language independence. Excessive coupling to the
execution environment, as well as to the source language,
did not favor internal reuse when the source language was
evolved, or the refactoring support. The great problems of
software maintenance and evolution emerged.

The historical precedent of refactoring tools was the
Refactoring Browser [22]. It was one of the first tools, if
not the very first, integrating refactoring into a development



Table IV
TEST CASES IN THE PRESENCE OF GENERICS

Test cases ECLIPSE 3.5.0 NETBEANS 6.5.1 REFACTORIT
2.7.beta

INTELLIJ IDEA
8.1.3

CODEGUIDE 8.0

Class formal parameter Ok Ok Error Ok Ok
Unknown type declarations Ok Ok Error Ok Ok
Method formal parameter of generic
array type

Error Error Error Ok Error

Type inference from declarations Ok Error Error Ok Error
Unknown type bound with formal pa-
rameter

Error Error Error Ok Error

Simple bound in method formal para-
meter

Error Error Error Ok Error

Multiple bound in method formal pa-
rameter

Error Error Error Ok Error

environment. It works for target sources written in the
SMALLTALK programming language. As with other tools in
the same line, it is an example of the tendency to be closely
tied to the environment and the target source programming
language. REFACTORIT [13] is an example of a refactoring
plug-in of a tool which is not tied to a specific environment
but is tied to the programming language JAVA. On the
contrary, the refactoring plug-in ECLIPSE [23] is tied to
the environment, but the environment evolution has revealed
the importance of decoupling refactoring support from the
source programming language and execution environment.
Some refactoring efforts have also been done on generics in
[24] [9], [10] [25].

In [26] we can find an in depth analysis of refactoring
and how refactoring support must be included in develop-
ment environments. It proposes a solution which provides
with a language independent layer that can be used as an
independent application program interface (API). This API
received the name LTK (Language Toolkit) and was used
for JAVA and C++ as proof of concept.

This new form of organizing the internal structure of
the refactoring tool also takes into account the fact that
refactoring effects can go beyond the target source code
itself. At present, a software project contains a great number
of additional files in very different formats. The evolution
of the ECLIPSE IDE in recent years reveals the need
(and tendency) of toolkits fulfilling the above mentioned
scalability, reusability and language independence criteria.
The ECLIPSE internal design has undergone a remarkable
evolution. Design solutions in recent versions of the product
coincide to some extent with the works presented at [27],
[28]. These works state the need of framework based solu-
tions and describe the design solution for a refactoring tool
that allows the components required to define and execute a
refactoring operation to be reused.

The same tendency can be observed in the .NET language
family. The inherent language independent nature of this
platform impels development and assistance tools to provide
multi-language capabilities. Rational solutions must be reuse
based solutions, for instance when including refactoring

support for the language family.
RESHARPER [29] is a good example of this. The ex-

perience the contributor obtained from the development of
similar tools such as INTELLIJ IDEA [14] (for JAVA) proba-
bly eases the design and implementation of new refactoring
tools. Some other contributors such as REFACTORPRO [30]
and Visual Assist X for Visual Studio [31] are in the same
line, and provide tool support for refactoring for Visual Basic
.NET, ASP.NET, C# y C++.

The benefits of solutions with multi-language support
can be observed in the case of C++. The development of
refactoring tools for C++, such as xrefactory [32], was
very limited. Nevertheless, the inclusion of C++ in the
.NET family supposes that the refactoring plug-ins already
developed for the .NET family, could provide refactoring
support for C++; and this in spite of the great difficulties of
implementing refactoring for C++, as was stated in the very
beginnings of refactoring [3], [33].

Despite all this, the very limited efforts in Visual Studio,
the de facto standard IDE for .NET languages, to include re-
factorings as part of the IDE itself is surprising. Refactoring
support in Visual Studio is limited to third party products.

Another clear example of reusing internal support for
different languages is CODEGUIDE [34]. It offers an IDE
to work in JAVA, C#, JSP, J# and Visual Basic .NET. It
is a distinguishing feature of this tool to bring support for
languages from very different platforms. The IDE offers
refactoring support but the available refactoring operation
set is still small.

Language independence in refactoring has been a research
trend for the last decade. The first works appeared in
2000. One of the most known examples is described in
[35], which defines the FAMIX meta-model. FAMIX allows
information to be shared between different CASE tools for
reengineering purposes. One of the tools was a refactoring
tool named MOOSE [36]–[38]. The FAMIX meta-model
includes support for the main object-oriented features such
as: classes, methods, attributes or inheritance. Invocation
and property access are supported too. However, it does
not support either some complex aspects of inheritance in



programming languages or the generics concepts tackled in
this paper.

In the same line, another meta-model based solution was
presented in [39], [40]. Extending the UML 1.4 meta-model
with eight language independent resources, the new meta-
model named GrammyUML was created. Semantic actions
from UML were not considered in this work.

Also, a similar proposal can be found in MOON (Mi-
nimal Object-Oriented Notation) [41]. MOON represents
minimal abstractions to define and analyze refactorings.
MOON is centered in describing a family of languages:
object-oriented, statically typed, with or without generics
languages. Some strengths are the support of the complex
aspect of inheritance, and full support for generics with
different variants for bounding generic parameters. MOON
was originally defined as a model language which can be
represented as a meta-model. The main goal is to define the
basis for language independence and reuse in refactoring
tools.

The MOON meta-model, as a framework core, and its
extension, as a framework instance, for the JAVA language
were defined in [42]. This work was revised and completed
in several iterations which lead to the development of the
architecture presented in [43]. The refactoring tool develo-
ped on top of this architecture includes full support for the
Extract Method refactoring, the case of this paper, but does
not include the identification of extract method refactoring
opportunities [44]. The tool is successful in executing all the
tests in the suite described in this work.

VI. CONCLUSIONS AND FUTURE WORK

As pointed out in [11], changes in programming languages
can also force changes in development tools. This applies
to refactoring tools in particular, and this happened to
JAVA 5.0 and ECLIPSE. The addition of generics to this
language had an impact on the type system and produced
ubiquitous changes everywhere in the source code. The
amount and complexity of test cases increased, for dealing
with genericity, covariance, contravariance, unknown types,
etc.

The proposal presented in this work shows a new way to
address the study and comparison of refactoring tools. We
suggest approaching these studies through the definition of
test cases, although we are aware of the difficulty in defining
a complete test set for a big number of refactorings and
their variants for different programming languages. Howe-
ver, the definition of these sets allows an objective product
comparison. Moreover, this proposal can be extended to the
whole set of possible combinations between refactorings and
programming languages.

In addition, genericity is a feature that is becoming more
widely used in software development because of its inherent
advantages, which are, among others, a more type-safe code
and an improved legibility. Therefore, we can expect that

more source codes will be making use of generics to benefit
from these advantages. As a consequence, generics have to
be considered when implementing refactoring tools.

Hence, it is obvious that there is a need for building
architectures which could allow for a greater degree of
reuse in the development of refactoring tools. In particular,
these architectures should be ready to accommodate the new
features that could be added to mainstream programming
languages –e.g., JAVA, .NET, etc.– in the future.

With regard to other aspects, generics-related refactorings
are not usually supported in refactoring tools and develop-
ment environments. Some exceptions to this exists, such as
CODEGUIDE [15] and INTELLIJ IDEA [14], which include
the Generify refactoring and ECLIPSE, which supports the
Infer Generic Type Arguments refactoring. We could not
find any other refactoring product supporting generics. The
lack of generics-related refactorings in refactoring catalogs
reveals there is a need to keep working more deeply in this
area. Future development and support of generics-related
refactorings must fulfill some particular requirements [45],
and should be built on top of reusable refactoring engines,
frameworks and libraries. Nevertheless, the limited support
for reuse and generics we have found, in most of the
examples shown in this paper, means there is ample scope
for work in this field.
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