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Abstract

RDF compression and querying are consolidated topics in the Web
of Data, with a plethora of solutions to efficiently store and query
static datasets. However, as RDF data changes along time, it
becomes necessary to keep different versions of RDF datasets, in
what is called an RDF archive. For large RDF datasets, naive tech-
niques to store these versions lead to significant scalability problems.
In this paper we present v-RDF-SI, one of the first RDF archiving
solutions that aims at joining both compression and fast querying. In
v-RDF-SI, we extend existing RDF representations based on compact
data structures to provide efficient support of version-based queries
in compressed space. We present two implementations of v-RDF-SI,

*An early partial version of this article appeared in Proc DCC’16 [13].
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named v-RDFCSA and v-HDT, based respectively on RDFCSA (an RDF
self-index) and HDT (a W3C-supported compressed RDF representation).
We experimentally evaluate v-RDF-SI over a public benchmark named
BEAR, showing that v-RDF-SI drastically reduces space require-
ments, being up to 40 times smaller than the baselines pro-
vided by BEAR, and 4 times smaller than alternatives based on
compact data structures, while yielding significantly faster query
times in most cases. On average, the fastest variants of v-RDF-SI
outperform the alternatives by almost an order of magnitude.

Keywords: RDF, RDF Archiving, RDF compression, self-index

1 Introduction

RDF (Resource Description Framework) [55] is a specification for modeling
data in the Web that has become increasingly popular. It has been used in
many Open Data projects (e.g. Linked Open Data) and community efforts
(e.g. schema.org), becoming the standard to describe and share information
in the Web. In 2022, more than 14 million websites published data in RDF
(with almost a 3x increase since 2018) [7]. Since RDF only defines a conceptual
data model, a number of different solutions have been proposed to physically
implement RDF stores that are able to store and query RDF data efficiently [2,
42].

In the Web of Data, however, the knowledge is continuously evolving [35],
and therefore the facts that describe this knowledge must also change along
time. This means that datasets have to be updated to reflect these changing
facts. In addition, the historical information about all the different versions of
the data must be kept in order to study the evolution of the facts along time,
undo changes, or simply keep consistency between datasets as they evolve.
The archival of the different versions of a dataset, that are in many cases very
similar to their predecessor, is a problem that has been shown to suffer from
significant scalability problems when applied to very large volumes of informa-
tion, as is the case of the Web [27]. Similar challenges have also appeared in the
Semantic Web, as the storage of archived versions of RDF datasets, known as
RDF archives, needs to handle an increasingly large volume of data. Because
of this, the development of solutions that provide efficient storage of archived
versions, and provide support for queries involving changes along time, has
become an interesting research challenge [24].

Strategies proposed to handle RDF archives typically focus on query perfor-
mance and disregard the size of the RDF archive, so simple archival techniques
can require huge amounts of space [22]. For instance, for a state-of-the-art
RDF archive, these strategies may need up to 15 times the space required
by a gzip-compressed version of the same data [25]. Trivially, RDF archival
solutions provide efficient querying, unlike compressed files, but their space
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requirements are still far beyond what could be achieved with more refined
solutions that aim at exploiting repetitiveness in the RDF data. A natural
choice to improve the space utilization is to resort to RDF compression tech-
niques. Many existing solutions take advantage of compact data structures to
store the RDF dataset in small space while providing efficient query resolu-
tion [3, 9, 21, 52]. These solutions, however, consider static snapshots of the
RDF dataset, and have not been designed to be applied to evolving data such
as RDF archives.

In this paper we present v-RDF-SI, a solution that provides efficient query
resolution over a compressed representation of RDF archives. It separates the
handling of the different RDF triples in the archive from the management of
the versioning information associated to them by splitting those data into two
different layers.

The first layer (rdf-layer) is in charge of handling the different RDF triples
in the archive and is implemented using an RDF representation supporting
fast query resolution. In turn, the second layer (ver-layer) uses (succinct) bit-
sequences to encode the versioning information. This provides support for the
efficient resolution of version-based queries.

This work is an extension of a preliminary work [13]. The main additional
contributions included in this paper are:

® We provide a detailed description of v-RDF-SI and show how we can
completely uncouple the handling of version-oblivious triples (rdf-layer)
from the versioning data (ver-layer). In the proof-of-concept v-RDFCSA
devised in [13], we could provide a solution based on RDFCSA and two
bitsequence representations. However, the separation between both lay-
ers heavily depended on the internal arrangement of the triples within
RDFCSA. The current v-RDF-SI solution is more flexible. It is based on
giving each version-oblivious triple a unique tripleID to which we can eas-
ily relate its versioning information in the ver-layer, and providing a way
to relate each triple from the rdf-layer with its corresponding triplelD.
This potentially enables using most existing RDF representations for the
rdf-layer.

® For the rdf-layer, we provide two self-indexed RDF representations that
ensure fast query resolution on the compressed data: RDFCSA [9] and
HDT [21]. We show that they yield different space/time tradeoffs, with HDT
being typically faster than RDFCSA but requiring more space. In addition,
we leave the door open to other RDF representations.

e For the wver-layer, apart from the two bitsequences used in [13] (Plain
and RRR), we included four additional bitsequence representations. This
allowed us to largely reduce the size of the versioning-layer.

® We included a more comprehensive experimental evaluation that signif-
icantly expands the preliminary version. Particularly, we consider the
different variants of v—-RDF-SI that can be built depending on the imple-
mentation chosen for rdf-layer and ver-layer. Moreover, we compare the
best v-RDF-SI variants both with a baseline solution based on Jena, and
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with OSTRICH [56], a recent representation for RDF archives. Finally,
while in the preliminary work we only considered queries involving two
common triple patterns, in this article we include queries for all the basic
triple patterns.

We have compared the different solutions for RDF archiving using BEAR
[25], a state-of-the-art benchmark for RDF archives. Our results show that
v-RDF-SI is able to store the full archive of 325GiB in just 4.7—9.2GiB, and
yields query resolution times much faster on average than the reference (Jena
based) baseline deployed with BEAR. Among our proposals, v—RDFCSA obtains
the best compression and v-HDT usually yields the best query times. The best
v-RDF-SI variants typically answer queries in a few milliseconds. We have
also run experiments to compare v-RDF-SI with OSTRICH. We show that
our proposal requires roughly 25% the space of OSTRICH and is significantly
faster at query time.

The rest of the paper is organized as follows. Section 2 presents the back-
ground on RDF archiving and discusses existing bitsequence representations.
Our proposal is presented in Section 3. We first show its two-layered organiza-
tion and how RDF triples in the rdf-layer are synchronized with the versioning
information in the ver-layer. Then, we also show how typical queries for RDF
archives are solved in Section 3.3. The experimental evaluation of v—-RDF-SI is
presented in Section 4. We include the details regarding our implementations
v-RDFCSA and v-HDT, and we also compare them with some existing strategies
for RDF archiving in terms of space needs and performance at query time.
Finally, in Section 5, we include our conclusions and discuss future research
lines.

2 Background

In this section, we briefly introduce some basic concepts relevant to our work.
First, in Section 2.1, we describe RDF, SPARQL and the concept of triple
pattern. Then, in Section 2.2, we also present some existing solutions for the
compression of RDF. Among them, we briefly discuss HDT and RDFCSA, two
queryable RDF representations that will be used in our proposal v-RDF-SI.
In Section 2.3, we also introduce the concept of RDF archives and discuss
the main retrieval functionality they must support. Section 2.4 presents the
main state-of-the-art strategies to tackle RDF archiving. Finally, we provide a
brief introduction to bitsequence representations, another basic component of
v-RDF-SI, in Section 2.5.

2.1 RDF and SPARQL

RDF [55] is the standard for the storage of information in the Web of Data.
It defines a conceptual representation of the data, that can be seen as a set of
triples. Each triple contains a subject, a predicate, and an object, and represents
that the subject entity has a property, defined by the predicate, whose value
is given in the object. Typically, subjects and predicates are defined using
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URIs, whereas objects can be either URIs or literal values.! For instance,
the triple (ex:Xavi, ex:playsFor, ex:Barga) defines that the person identified
by ex:Xavi plays for the team identified by ex:Barga. In practice, an RDF
dataset can also be seen as a labeled graph, where the nodes of the graph
are the subjects and objects, and each edge corresponds to a property, and is
labeled using a predicate. Both conceptual views are equivalent, and provide
a simple conceptual model for the representation of information in any area of
knowledge.

SPARQL [31] is the standard query language for RDF data. The core of
SPARQL queries is based on triple patterns, that are used to define constraints
on the triples that are expected as the result of a query. For instance, (ex:Xavi,
ex:playsFor, 7team) defines a fixed subject and predicate, and contains an
unbound object 7team, identified by the starting 7 symbol; this pattern matches
all triples with the given subject and predicate, for any given object value, so
the result of the SPARQL query containing this triple pattern would include
all such triples. Different triple patterns can be defined depending on which
elements of the pattern are unbounded, denoted with ?: (s?7?) (matches all
triples with subject s), (sp?), (spo), (s?0), (?po), (s?0), (?70). In addi-
tion to basic triple patterns, SPARQL also supports more complex queries,
involving join of multiple triple patterns, unions, filtering and sorting, etc.

2.2 State of the Art of RDF Compression

Since the adoption of RDF as a standard, many solutions to handle RDF data
have been proposed. Among them, we could highlight well-known tools such
as Virtuoso [19], Blazegraph [57], RDF-3X [48], Tentris [6], BitMat [5], Hex-
astore [60], and WaterFowl [17]. Despite being well-known strategies, most of
them require more space than other existing solutions that are based on com-
pact data structures and are also slower in some scenarios [12]. In this section,
we introduce four RDF representations based on compact data structures:
HDT [21] (and a recent variant), k2-TRIPLES [3]|, RDFCSA [9], and permuted
trie indexes [52]. As indicated above, these solutions usually require much less
space than other alternatives, and provide efficient support for at least triple
pattern queries, which are the core of the querying capabilities we provide for
RDF archives.

HDT [21] is one of the first solutions that efficiently tackled RDF com-
pression through the use of compact data structures. It is able to encode the
RDF graph using bitsequences with rank/select support (see Section 2.5) and
other additional compressed data structures. Thanks to the use of compact
data structures, HDT is able to achieve much better compression than previ-
ous solutions and yield very efficient query times in all the basic triple pattern
queries.

k2-TRIPLES [3] takes a step forward in RDF compression, by exploiting
small-scale regularities in the RDF graph topology to largely outperform HDT

!For simplicity, we obviate here bnodes, a particular type that has only a local scope to the
dataset. For our purpose, they can be converted to URIs via skolemization.
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in terms of space. It is based on a partition of the RDF dataset by predicate,
generating a separate set of (subject, object) pairs for each different predicate
in the collection. Each of the resulting subsets is compressed as a (sparse)
binary matrix using a data structure called k2-tree [8]. Triple pattern queries
are translated into a collection of simple queries over the collection of k2-trees.
Even though k2-TRIPLES is usually slower than HDT and other alternatives, it
achieves the best compression results in most datasets.

RDFCSA [9] addresses the problem of RDF triple compression by adapting
compressed suffix-arrays (CSA) [54], widely used for self-indexing natural text,
to the representation of RDF triples. RDFCSA stores the collection of triples as
a sequence of cyclic strings of length 3, that are sorted in lexicographical order
and can be efficiently compressed and searched using the underlying compact
self index. Although RDFCSA does not achieve the same compression ratios as
k2-TRIPLES, it is significantly smaller than HDT and offers very stable and
predictable query times to solve all SPARQL triple patterns.

Recently, two new RDF representations were presented. One of them is
based on permuted trie indexes [52]. The authors create three different per-
mutations of the triples and use compressed trie representations to store each
permutation. This allows them to achieve very fast query times for most triple
patterns and good compression. A second recent representation is a variant of
HDT named iHDT++ [34]. It is based on a previous non-searchable RDF compres-
sor named HDT++ [33] which reorganizes the RDF triples upon HDT to reduce
its structural redundancy and improves the space requirements of the origi-
nal HDT. Basically, iHDT++ includes additional structures on top of HDT++ to
efficiently support SPARQL triple patterns. In practice, iHDT++ improves the
space/time tradeoff of the original HDT, yet it becomes a much more complex
representation.

In addition, diverse compressors have been proposed for RDF streams
(see [43] for a review), i.e. where the focus is to dynamically compress a
continuous flow of RDF data with minimum latency (at the cost of lesser
compression). Examples of such solutions are Streaming HDT [32], based on
adapting the aforementioned HDT, RDSZ [26], which uses differential encod-
ing or ERI [23], proposing an interchange format that groups redundancies by
RDF predicate. To the best of our knowledge, none of them is able to efficiently
resolve SPARQL in compressed space, although recent approaches, such as
PatBin [37], mostly based on a dictionary compression, provide limited search
functionality.

2.3 RDF archives

Given an RDF dataset with N versions, we define an RDF archive A = (T,V)
storing that dataset as a collection of version-annotated triples (T}, V;), where
T}, is a regular RDF triple (s, p,0), and V; is a label indicating that the triple
T}, occurs in the i-th version of the RDF dataset [25].

Figure 1 displays an example of RDF archive, corresponding to three
versions of a small RDF dataset. The RDF archive stores in total seven
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Fig. 1 Example of RDF archive.

different facts about players and coaches of a soccer team called “Barca”.
The leftmost graph corresponds to the first version of the dataset, V. It
stores three triples: ex:Xavi and ex:D-Alves play for the team, and its coach
is ex:LuisEnrique. The middle graph, corresponding to version V5, reflects
a few changes: the two players of V; leave the team, so the corresponding
triples disappear from the dataset, and a new player ex:Coutinho is hired.
Finally, in version V3, ex:LuisEnrique is replaced as coach by the former player
ex:Xavi; also in version V3, the player ex:Coutinho leaves the team but the
former player ex:D-Alves joins the team again. In this example, the triple
(ex:D-Alves,ex:playsFor,ex:Barga) holds in V; and V3, so two annotated
triples would exist in the RDF archive.

2.3.1 Retrieval Functionality.

When querying RDF archives, SPARQL queries can be extended in order to
retrieve information corresponding to specific versions. The three primitive
queries that provide the most usual functionalities in an RDF archive are the
following ones [24]:

o Version materialization queries. Given a query (), a version mate-
rialization query Mat(Q,V;) returns all the results corresponding to
query @ in the version V; of the archive. For instance, the query
Mat((ex:Barga,ex:hasCoach,?x), V5) obtains ex:LuisEnrique as the coach
in V2.

® Delta materialization queries. The query Dif f(Q,V;,V;), retrieves all the
results of () that appear in V; but not in Vj or vice versa; i.e., it detects
(deleted) triples that existed in V; but are not present in Vj, as well
as those (added) triples that existed in V; but not in V;. For example,
Dif f((?x,playsFor,ex:Barga), V1, V) returns ex:Xavi and ex:D-Alves,
that were present in V7 but were deleted in V5. It also returns ex:Coutinho
as an added triple that appeared in V5.

e Version queries. The query Ver(Q), obtains the results for query @ in
all the versions of the archive, and returns all the versions in which each
of the results holds. For example, Ver((ex:Barga,hasCoach,?x)) would
return that ex:LuisEnrique is present in V; and V5, and ex:Xavi is present
in Vg.

In the previous examples, the three primitives are applied to basic triple
pattern queries, but more complex queries can be built combining the extended
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search functionalities of SPARQL with one or more of these primitives.
For instance, assume that a user wants to find the players of our team
that have also been coaches of the team. In a single-version RDF store,
this would be answered with a join query between (?x,playsFor,ex:Barga)
and (ex:Barga,hasCoach,?x), where the join variable ?x is used to con-
nect both triple patterns. In an RDF archive, we need to apply the ver-
sion primitives to consider triples that exist in different versions of the
dataset. The most straightforward adjustment would be the query Ver((?x,
ex:playsFor,ex:Barga)) X Ver((ex:Barga,ex:hasCoach,?x)), combining two
version queries that search for all the players and coaches of the team in
any version of the archive. If we want to enforce that the player must have
coached the team after he was a player, we could instead use version mate-
rialization queries in all the relevant versions. In this example, for each
i,7 € V such that ¢ < j we could execute Mat((7x,ex:playsFor,ex:Barga
, Vi) > Mat((ex:Barga, ex:hasCoach,?x),V;).

2.4 State of the Art of RDF Archiving

The problem of RDF archiving has been tackled following different strategies,
which are rather similar to archiving solutions in other domains [24]. In this
section we describe the three main strategies that have been used: independent
copies (IC), change-based (CB), and timestamp-based (TB).

The independent copies strategy (IC) is the simplest strategy to manage
versions. It simply handles each version as an independent dataset, with no
relation to the others [36]. The main advantage of this strategy is its simplic-
ity, and the performance it provides for version materialization queries, since
queries for a given version are simply executed on the corresponding dataset.
Delta materialization queries and version queries, on the other hand, are less
efficient since the independent datasets have to be queried and the results
joined or subtracted. Additionally, an obvious drawback of this strategy is
the space it requires: since it does not take into account the repetitiveness
between versions, triples that do never change between versions are stored
multiple times, which makes this strategy very inefficient in datasets with a
large number of versions even if the number of changes between versions is
small. SemVersion [59] and the Quit store [4] are good practical examples of
Ic-based RDF archives.

The change-based strategy (CB) aims specifically at taking advantage of
regularities between consecutive versions. Each version V; stores only the
triples that were added or deleted (deltas) with respect to the previous one.
This leads to potentially huge space savings when compared to IC strategies.
This strategy, followed by R43ples [29], can speed up delta materialization
queries, but it yields poor performance in version queries, due to the need to
propagate the deltas.

The timestamp-based strategy (TB) considers the full RDF archive as a
single dataset of version-annotated triples. Therefore, solutions following this
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strategy require a mechanism to annotate each triple with versioning informa-
tion (i.e. the versions in which the triple is valid). This storage mechanism is
well suited for version queries, but practical solutions following this strategy
need to balance the poor results obtained in version materialization queries
and delta materialization queries by building additional indexes to be able to
filter the version information. XRDF-3X [49] (an extension of the RDF-3X
store) and our proposed solution [13] are positioned in this strategy.

Finally, we can define a fourth hybrid-based (HB) strategy, that essentially
groups a number of other solutions that combine ideas from the previous ones
to improve performance. For instance, practical approaches based on CB have
been improved, like the framework in [18] and TailR [44], by storing fully
materialized versions every k deltas, in order to mitigate the performance
penalty, hence being assimilated to a hybrid Ic/CB strategy. On the other
hand, TB/CB approaches, like R&WBase [58], enhance added or deleted triples
with timestamp data. It reduces space requirements, but deltas must be rebuilt,
as in CB, to perform version materialization. More recently, OSTRICH [56]
combines Ic, CB, and TB into a solution that compresses snapshots using
HDT and stores deltas with respect to their corresponding latest snapshot.
OSTRICH provides competitive space-time tradeoffs, at the price of limited
functionality [51].

All these strategies can be used to efficiently answer some queries on RDF
archives, but existing solutions are still far from yielding efficient compression.
An experimental evaluation on the BEAR benchmark [25] shows that typical
archiving solutions require up to 230GiB of space to handle a dataset whose
gzipped size is approximately 23GiB. The goal of our proposal is precisely to
take advantage of the capabilities of compressed RDF stores and provide a
simple and compact representation of the versioning information, in order to
store large RDF archives requiring much less space than the plain dataset,
while preserving query capabilities.

2.5 Bitsequence representations

Many succinct data structures are built on top of binary sequences (i.e. bitse-
quences). A plain bitsequence B[1,n] can be seen as a sequence of ones and
zeroes where the following operations are typically of interest:

® access(B,i) obtains the value of element BJi].

e ranky(B, 1) gives the number of b bits within B[, 1].

® sclecty(B, 1) returns the position of the i-th b bit in B.

Even though access(B, i) can be directly obtained in a plain bitsequence,
rank and select operations require additional structures to be efficiently
computed. Moreover, depending on the ratio of ones and zeroes, or on their dis-
tribution along B, different state-of-the-art bitsequence representations allow
us to yield compression. In this paper we will use plain bitmaps, where we
are not able to efficiently support rank/select operations, as well as five well-
known alternatives that do support rank/select. The first variant (RG) adds
additional structures but keeps B in plain form, whereas the others (RRR,
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SDarray, Delta, and 0Z) are compressed representations of B that provide
support for the three main operations above.
® RG [28] implements a simple one-level superblock-directory, that stores
samples of the cumulative number of ones in B. A factor parameter
determines that a superblock counter is kept for each 32 - factor bits.
Therefore, the space usage of RG is n(1+1/ factor) bits. It performs rank;
by checking the closest superblock and then counts ones sequentially
between superblocks, thus requiring up to factor contiguous accesses. To
solve selecty, it first performs a binary search on the superblocks, and
a final sequential scanning of the byte containing the i-th bit. A typical
configuration uses factor = 20, which yields a 5% space overhead.
® RRR [53] is a common representation for either sparse or dense bitsequences
(i.e. those with a very high or low percentage of zeroes). In practice, it
is useful when the ratio between the number of ones (m) and n is under
0.2 or over 0.8 [47]. RRR compresses B into nHy(B) bits, but requires also
additional o(n) bits for solving rank/select efficiently.
We used the implementation in [15]. Internally, it splits B into blocks of
15 bits each and stores how many ones exist up to the beginning of each
block (additional structures are necessary to support all operations, for
details see [15]). A sampling parameter (t,..) indicates that counters are
explicitly kept for every ¢, blocks. In practice, RRR solves rank; with two
random accesses and 3 + 8-%,..- accesses to contiguous memory, whereas
solving select; requires an additional binary search. The overall space of
this implementation is around log (") +(%+#)n = nHy(B)+o(n) bits.
® SDarray [50] is a good representation for very sparse bitsequences, par-
ticularly it obtains good compression when the ratio between the number
of ones (m) and n is under 0.05. SDarray is not parameterizable and
requires nHy(B) +2m + o(m) = nHy(B) + O(m) bits. It solves select; in
constant time, and rank; in time O(log(n/m)).
® Delta [1] is another representation that is very efficient when the number
of ones is much smaller than that of zeroes. Delta differentially encodes
the m positions of the ones in B using d-codes. Those gaps (gaps;) are
encoded with d-codes, and samples are included every t;, ones. Those
samples include the absolute position of the (t,-7)-th one, and a pointer
to the sequence where all the §-codes for the gaps are kept. selecty (B, 1)
is solved with a table lookup to the samples if i is a sampled one (i
mod ¢, = 0), otherwise decoding ¢ mod ¢, d-codes is required to sum up
those gaps. rank;(B,1) uses binary search over the samples, followed if
required by local decoding from the sample preceding the i-th bit. The
overall space [46] is O(f!)logn +mlog ;- + 2mloglog - + O(m).
® 0Z [46]. Sometimes the number of zeroes and ones in B are rather similar
(we do not have a sparse bitsequence), yet they are clustered forming k
runs of ones and k + 1 runs of zeroes. In [46, pages 89-92], 0Z is discussed
as a transformation from a bitsequence B with few runs into two sparse
bitsequences Z and O that can be handled with any representation for
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sparse bitsequences (i.e. RRR, SDarray, Delta, or even RG). We consider 0Z
could be interesting in the scope of our versioning data as we do not expect
that a triple would appear and disappear many times along versions.

3 Self-Indexing RDF archives (v-RDF-SI)

We have designed v-RDF-SI following a lightweight TB approach, where we
encode all the information of the RDF archive in two separate layers. The first
layer (rdf-layer) represents the set of different triples in the RDF archive; the
second layer (ver-layer) represents the versioning information. By doing so,
v-RDF-SI, as other TB-based solutions, only needs to store the set of differ-
ent triples in the archive. Our rdf-layer will only store these version-oblivious
triples, that are usually a small percentage of the total number of version-
annotated triples in the archive. For instance, the BEAR archive [25] contains
around 2 billion triples, but removing the versioning information we end up
with just around 376 million version-oblivious triples.

The two layers used in our representation divide the archive storage
problem into two parts. The rdf-layer is in charge of efficiently compress-
ing and querying the version-oblivious triples, that are handled as a regular
(compressed) RDF dataset. The wer-layer must provide all the versioning
information to recover all the version-annotated triples.

Original RDF Archive Separation into rdf-layer and ver-layer Dictionary transformation phase V-RDF-SI
ROF triples V,
(1 (2 - i (3
exXavi  explaysFor ex:Barca ID-based triples =/ rdf-layer
ex:D-Alves ex:playsFor ex:Barca il (1,1,2) Lt ottt
ex:Barga ex:hasCoach ex:LuisEnrique it (1,1,3) b 55t b
rdf-layer ver-layer - 31?2 . S|1[1]2[3]4
RDF triples V, s | 1| oisl @2 Plafil2]2]2]
) Tt 3,21
1| exXavi——ex:playsForex:Barca 2 |exX S e
H version-oblivious triples versioning data exXavi te| @21 ol2]3]1]1]1]
ex:Barga ex:hasCoach ex:L ex:Barga ex:hasCoach ex:Xavi ty X 5 3 |ex:Coutinho Self-index: RDFCSA/HDT
[+]| ex:Coutinho_ex:playsFor ex:Barca ex:Barga  exthasCoach ex:LuisEnriquel t, | x | x 4 |ex:D-Alves Versioning data
RDF triples V. ex:Xavi ex:playsFor ex:Barga ty [ x o 8 Y Vi _e_r_/gzgr_ _____
3 ex:Coutinho ex:play ex:Barga t, X O | 3 |extuisknrique| it X toh ottt
H Bares " ex:D-Alves _excplaysFor _ex:Barca | t; | x x 7 |oshirsgegn %{:tz XX v, x [ x X
P 3
[+]|ex:Barca  ex:hasCoach ex:Xavi Vi V2 Vs P | 2 |excplaysfor glt: X V. X X
[+]| ex:D-Alves _ex:playsFor _ex:Barca St x x Vs [ x x
Dictionary vV, V, Vg Bitsequences (tpv/vpt)

Fig. 2 Construction of the v—-RDF-SI representation of our RDF archive.

In Figure 2, we show the process performed to build a v-RDF-SI for an
RDF archive. The first step ((I)) generates the set of version-oblivious triples
and the versioning information for those triples. These will be stored in our rdf-
layer and ver-layer respectively. In the example, we extract the n = 5 different
triples tq,...,t5, and for each of them, we gather the versions in which they
occur. In the next step ((2)), a dictionary is used to replace all the RDF terms
in the version-oblivious triples with integer IDs. We assign IDs in the range
[1,n4], [1,np)], [1,7,] to subjects, predicates, and objects respectively. In the
example, we have ng = 4, n, = 2, n, = 3, and we can see that IDs 1 and
2 (corresponding to ex:Bar¢a and ex:Xavi terms respectively) are used both
for subjects and objects. Therefore, the remaining object ex:LuisEnrique is
given ID 3, and the subjects ex:Coutinho and ex:D-Alves receive IDs 3 and
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4 respectively. The mappings between RDF terms and IDs are independently
indexed using a compressed string dictionary [11, 40].

Finally, both the rdf-layer and the ver-layer are stored using compact data
structures ((3)). v—=RDF-SI provides two different representations, ROFCSA and
HDT, to handle the rdf-layer. This leads us to variants v-RDFCSA and v-HDT
respectively, that are discussed in Section 3.1. The wver-layer is stored using
plain or compressed bitsequences. In Section 3.2, we show how versioning data
is handled.

Regarding query evaluation, recall that both RDFCSA and HDT allow solving
triple pattern queries efficiently over RDF datasets. When dealing with version-
based queries, we rely on the rdf-layer to retrieve the version-oblivious RDF
triples that match a given triple pattern and then perform bit-based operations
in the ver-layer to gather versioning information for those triples. To allow this,
our rdf-layer enriches the solution triples (i.e. the resulting triples provided
by the underlying RDF representation when solving a given triple pattern
Q') with an identifier for each returned triple ¢;. In particular, this identifier
corresponds to the position of the triple ¢ within the sequence of ID-based
triples. This triple-ID ¢ gives us direct access to its versioning information.
For example, if we ask the rdf-layer for the triple pattern Q' +(1?77?) we will
recover {((1,1,2),1),((1,1,3),2)}, where the underlined numbers indicate that
the triples (1,1,2) and (1,1, 3) were respectively at positions 1 and 2 among
the ID-based triples in the rdf-layer. More details regarding how version-based
queries are solved are presented below in Section 3.3.

3.1 rdf-layer: RDF triples encoding

We provide two implementations for the rdf-layer. They are based on RDFCSA
and HDT, yet other RDF representations could also be used. The only condition
required is that the chosen implementation must provide a way to keep the
rdf-layer aligned with the wer-layer, so that when we access an RDF triple
from rdf-layer, we can use its triple-ID to easily gather its versioning data
from ver-layer.

A common factor of RDFCSA and HDT is that they sort the set of ID-based
triples by subject, then by predicate, and finally by object. This is the way
we sorted triples in Figure 2, and the versioning information associated to
those triples is organized accordingly in the ver-layer. Therefore, both RDFCSA
and HDT can be directly used for the rdf-layer. Considering also that both
approaches are relatively stable in query times and provide interesting space-
time tradeoffs, we considered them as the best choices. However, we will also
outline how other potential solutions could be adjusted to be used for the
rdf-layer in Section 3.1.3.

3.1.1 v-RDFCSA: using RDFCSA into the rdf-layer

Figure 3 illustrates the steps followed to turn the ID-based triples shown in
Figure 2 into an RDFCSA self-indexed representation [9]. Assuming the sequence
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of n ID-based triples t1,...,%, is already sorted by subject, predicate, and
object, in the first step (D)) we place them in a single sequence S;4[1, 3n]. The
first triple is stored in S;q[1, 3] (see the shaded boxes in Figure 3), the second
in S;4[4,6], and so on. Then (), the IDs in S;4 are rewritten into S,4[1, 3n]
so that the ID values used for subjects, predicates, and objects do not overlap,
as required by RDFCSA. To do this, subject IDs are not modified, predicate IDs
are increased by n,, and object IDs are increased by ns + n,, where ng and
ny, are the number of different subjects and predicates respectively. After this
step, subject IDs are in the range [1,n,], predicates in [ns + 1,ns + np), and
objects in [ns +ny, + 1, ns +ny, +n,). For instance, in the example of Figure 3,
the first triple (1,1,2) is encoded as (1,5,8) in S;,.

The purpose of reassigning IDs is to ensure that subject IDs are always
smaller than predicate IDs, and that predicate IDs are smaller than object IDs.
This is important for step (3), in which we create a suffix array [39] SA[1, 3n]
over S’;d. Thanks to the previous reassignment of IDs, elements in SA[l,n]
will always be pointing to subjects within S;-d, elements in SA[n + 1, 2n] will
point to predicates, and elements in SA[2n + 1, 3n] will point to objects. The
compressed representation consists of the usual CSA data structures D and
¥ [54] (step ). D[1,3n] is a bitsequence that is used to mark (with a 1) the
position i in the suffix array where the first symbol of the suffix? changes (i.e.,
S:,[SA[i]] # S;,[SA[i —1]]). Therefore, we can use S,,[SA[i]] = rank (D, i) to
recover the ID of the source sequence S;d for any given position 7 of SA. The
array 9[1, 3n] is used to traverse the sequence S; 4 ¥ is built in such a way that
SA[Yli]] = SA[i] + 1. Therefore, if SA[i] = j points to the suffix at position
jin S;,;, then SA[[i]] = j + 1 points to the next position in S,,, i.e. to the
suffix starting at position j + 1 (Séd[j + 1,3n]). This means that, using v, we
can move forward to the next position in S; 4 and recover its value using D.

rdf-layer

N
o pakadofaafs]af2fa]sf2]a]af2]e]

Sa[L]s[s[1]s]o[2]6[7[3]6]7al6]7](2}
PFTT1 222 . T 2 3 4 5 6 7 8 9 10 1 12 13 14 15

1[4]7]]10]13

2[5 [8]11]14

9 [12]15]3[s6

1Jof1]1]1

1JoJ1Jo]o

1JoJoJ1]1

6[7]8]9]10

14]15]11]12]13

3Jafs]1]2

1 2 3 4 5

6 7 8 9 10
original w’

11 12 13 14 15

451273

[—

vso4ay

T T T
Subjects Predicates Objects

Fig. 3 Construction of the RDFCSA representation of an RDF archive.

RDFCSA performs a slight modification in #[2n + 1, 3n], the region corre-
sponding to the objects of the triples. Computing ¢ for any object would
return the position of the subject of the next triple in the collection. However,

’ ’
2A suffix starting at position j from S,;, is defined as the subsequence S, ,[j, 3n].
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RDFCSA updates 1 such that 1[i] < ¥[i] — 1,Vi € [2n + 1, 3n] (with the par-
ticular case that v[i] < n if ¢[i] = 1). In this way, the object of each triple
now points to the subject of the same triple, which is useful for querying. For
example, note that the object of the second triple (S;,[6]) in Figure 3 is refer-
enced from SA[15] = 6. In the original ¥, we have ¥'[15] = 3, and SA[3] =7
points to S;d[ﬂ that keeps the subject of the third triple. However, the modi-
fied ¥ in RDFCSA contains W[15] = 2, where SA[2] = 4 points to S;,[4], which
contains the subject of the second triple. Consequently, ¥ becomes cyclical
within RDF triples. This allows RDFCSA to search for triple patterns very effi-
ciently [9]. It basically performs an initial binary search using D and % to
find the range SA[l,r] that matches the query pattern, and then, a traversal
Vi € [, r] is performed to recover the matching triples by applying ¥[i] cycli-
cally up to two times. More details about the query algorithms can be found
in [9]. For example, if we want to retrieve all the triples including subject 1, we
will use the triple pattern @ < (177). The initial binary search on SA gives
that SA[1,2] point to s; = S,[1] and sy = S, [4] that are, respectively, the
subjects of the first and second triples. Now, if we want to recover the predicate
p1 and object oy of the first triple, we compute: p; = rank, (D, ¥[1]) =5, and
01 = ranky (D, ¥[P[1]]) = 8. Hence we have retrieved the first triple (1,5, 8)
corresponding to S; 4[1, 3]. Finally, we unmap from S; 4 to the original triple in
Siq by subtracting (0, 4,4 + 2), obtaining the original triple (1, 1,2). Similarly,
we can compute the value of p, and o2 , corresponding to the second triple
that matched (177).

A key property of RDFCSA is that any triple can be easily identified by the
position in SA where its subject is located. Therefore, keeping the synchro-
nization between RDFCSA and wver-layer is straightforward from the fact that
SA[1,n] points to the subjects corresponding to all the triples ¢1,...,%,. Con-
sequently, we simply have to keep versioning information aligned with SA[1,n].
At query time, when we retrieve an RDF-triple, we gather the ID of its sub-
ject (sg), predicate (p.), and object (0. ), and additionally, we also keep track
of the position ¢ of its subject ID in SA[1,n] to finally return ((sy, pz,0x),1).
This gives us direct access to its versioning information. In the example above,
the versioning information associated to the triples that matched (177) is syn-
chronized with SA[1,2]. In Figure 2, looking at the versions associated to the
first and second triples, we can see that the first matching triple occurs in
version V3 and the second one in versions V7 and V5.

3.1.2 v-HDT: using HDT into the rdf-layer

Figure 4 displays the structures used in HDT to store the collection of ID-
based triples described in Figure 2. We assume that the triples t¢4,...,t, are
sorted by subject, predicate, and object. HDT creates a so-named Bitmap Triples
index which exploits the repetitive components of the triples by storing the
relevant information in two sequences Sp and Sp. Sp stores the predicate of
each different (subject, predicate) pair appearing in the collection. Note that
|Sp| < m in most cases, because multiple triples can have the same value of



Springer Nature 2021 B TEX template

Compressed and Queryable Self-Indexes for RDF Archives 15

subject and predicate. Sequence Sp stores, in order, all the objects of the
triples in the collection, hence |Sp| = n. Additionally, two bitsequences Bp
and Bp are added to Sp and Sp respectively: Bp marks with a 1 the positions
in Sp where the subject of the triple changes; Bo marks with a 1 the positions
in So where the subject or predicate of the triple changes (i.e. marks the
first occurrence for each subject-predicate pair). This information suffices to
retrieve the original dataset. Note that the list of subjects which is shaded in
Figure 4 is not actually stored, since the subject values can be obtained from
the information in Bp.

Subjects
rdf-layer
b ot Predicates
S| 2
Pl 2122
O|2(3 1|11
Objects

Fig. 4 Representation of the triples information in HDT.

In order to answer the query (177), we first locate the range in Sp cor-
responding to subject 1. This range can be obtained efficiently using rank;
operations in Bp: [ranki(Bp,1),ranki(Bp,2) — 1] = [1,1]. Note that in this
case, the only predicate related to subject 1 is predicate 1 = Sp[1]. Then, the
process can be repeated in Bp to get the corresponding range [1,2] in Sp,
obtaining the objects Sp[1,2] = {2,3}. Therefore, the result includes triples
(1,1,2) and (1,1,3). Note that, since we have simple intervals in Sp and So,
results can be extracted sequentially from Sp and Sp. Similar query algorithms
can be used for (sp?) and (spo) query patterns.

To efficiently answer queries with unbound subject, two small enhance-
ments are applied in practice to the basic index, leading to the representation
called HDT-FoQ [41]. Firstly, the sequence Sp is stored using a wavelet tree
[30].3 This provides a faster way to answer (?p?) queries, by using select; to
locate all the positions where the query predicate occurs; after identifying the
subjects using B, the same basic process is used to map the objects in Sp and
obtain the query results. To speed up (?po) and (?70) queries, an adjacency
list stores, for each object, the (subject,predicate) pairs related to it (i.e. the
ranges in Sp that have to be searched), in predicate order. Therefore, a (?70)
query is answered by first locating the ranges in Sp that correspond to triples
where the object appears, and then extracting the corresponding subject and
predicate values from Bp and Sp. For details on these optimized algorithms

3A wavelet tree WT over a sequence S built on an alphabet ¥ = [1, o], represents S implicitly
and supports access(S, 1), ranky(S,1), and select, (S, j), being b € X, in logarithmic time.
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we refer the reader to the original paper [41]. Note that the latest practical
implementation of HDT* replaces the Wavelet Tree index by an adjacency list.

A key observation in HDT is that triples are sorted in subject, predicate, and
object, so their position in the sorted collection can be used to synchronize the
rdf-layer and the ver-layer, exactly like in RDFCSA. In this case, the position
in Sp of each result corresponds to the position of the triple in the ver-layer.
For most query patterns, the position in S is obtained during the original
search process, since the object values are extracted accessing positions in the
sequence So. However, for query patterns like (?po) and (?70) patterns, the
original query algorithms do not need to access So, since the object values are
already known, so they extract this information of subject/predicate values
from Bp and Sp. For these patterns, we need to add a step to the original
algorithms, that extracts the corresponding position in Sp for each result
obtained. This is performed by searching for the corresponding object in the
range delimited by the (subject,predicate) pair. After this modification, the
algorithms for all the query patterns are able to return the result triple IDs
coupled with the position ¢ of each result in Sp, and hence in the ver-layer.
Following the previous example, when searching for (177), the results returned
would be ((1,1,2),1) and {(1, 1, 3), 2), that could be located in the ver-layer in
Figure 2 to determine that the first triple occurs in version V3 and the second
one in versions V7 and V5.

This layer could also be deployed using iHDT++, the more recent variant of
HDT, but we choose the original because it is widely adopted by the commu-
nity and we believe that its current space-time tradeoffs are not far from those
of iHDT++. Nevertheless, replacing HDT by iHDT++ is straightforward. The only
significant change involves rearranging triples to match the (P, S,0) (predi-
cate, subject, object) order required by iHDT++. As in HDT, triples are identified
by their object position in iHDT++, which provides the corresponding IDs to
access the versioning information in the ver-layer.

3.1.3 Other alternatives for the rdf-layer

As explained before, both RDFCSA and HDT sort triples by subject, then by
predicate, and finally by object, which makes it very easy to access the ver-
sioning information: we keep versioning information in the same order, and
use the triple IDs to access the corresponding versioning entries. Other solu-
tions based on compact data structures, such as k2-TRIPLES or permuted trie
indexes, do not provide such an easy mechanism to map query pattern results
to versioning information. In this section, we outline the difficulties for the
application of these two techniques in the rdf-layer.

When using permuted trie indexes, a different permutation index is used
depending on the query pattern, so even if an internal ordering of the triples
exists in each index, there is no simple mechanism to globally synchronize
results for a given triple pattern with their corresponding versioning infor-
mation. Trivially, additional data structures to perform the synchronization

4 Available at https://github.com/rdfhdt/hdt-cpp
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can be added to this (or any other) representation, but this would have an
important impact on the overall compression and query times would also
worsen.

A solution based on k2-TRIPLES partitions the triples by predicate, and
then stores the triples for each predicate in a separate data structure. In this
case, there is a global ordering of the triples: they are sorted first by predicate,
and inside each k2-tree results correspond to 1s in a bitmap L,? so they are
implicitly sorted. However, there is no direct mechanism to map the results of
a query to their position in the global ordering. A straightforward adaptation
would be to add rank; support to the L bitmaps, but this would increase the
space requirements of k2-TRIPLES, since a specific compact representation is
used for the bitmaps and the additional rank structures would potentially void
all the compression benefits of k2-TRIPLES.

3.2 wer-layer: Version information encoding

Let us assume that we have an archive A4, that contains N different versions
of a dataset, and n version-oblivious triples t;, (1 < k < n). For instance, the
archive in Figure 2 has N = 3 and n = 5. Let us also assume that for each
triple t; we know in which versions it occurs. In this section we propose two
encoding strategies for the versioning information.

The first strategy, called tpv (triples per version) groups the information
by version. It stores, in a separate structure per version, the information about
all the triples that appear in that version. To do this, it builds separate bitse-
quences BY[1,n] (1 <i < N) for each version of the archive. Each bitsequence
is used to mark the triples appearing in the corresponding version, by setting
BY[k] = 1 if and only if triple k in the collection occurs in version . Figure 5
(center) displays an example of the tpv strategy for our example archive. The
shaded results in B} correspond to triples 2 and 4, the only two triples that
exist in the version 2 of the archive.

The second encoding strategy, called vpt (versions per triple) groups the
information first by triple, and stores for each triple the information of the ver-
sions in which the triple is valid. This strategy builds n bitsequences Bt[1, N],
each encoding the list of valid versions for the corresponding triple. Therefore,
Bi[i] will be set to 1 if triple k is present in version ¢, and set to 0 otherwise.
Figure 5 (right) displays the vpt encoding for our example archive. The shaded
cells in B correspond to versions 1 and 2, marking that triple 2 is present in
the versions 1 and 2 of the archive.

Considering a plain representation of the bitsequences, it is easy to see that
they use the same space: tpv stores N bitsequences of n bits, and vpt stores
n bitsequences of N bits. However, the bitsequences can be represented using
the different encoding techniques presented in Section 2.5, which may lead to
significantly different space requirements. Additionally, as we will show in the
next section, query algorithms are significantly different in each strategy.

5Let us consider a bitmap as a sequence of ones and zeroes with no additional structures to
efficiently support rank and select operations.
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Fig. 5 Examples of the tpv and vpt strategies to encode the original versioning information
from Figure 2.

3.3 Retrieval algorithms

We show below how to deal with the typical retrieval operations for RDF
archives presented in Section 2. In our discussion, we do not consider the
dictionary translation step that is necessary to map the elements of an RDF
triple (triple pattern query) to their corresponding IDs as shown in Figure 2.
We also ignore the un-mapping process needed to convert a resulting set of
ID-based RDF triples into the final set of RDF triples. Therefore, we assume
that queries are composed of the IDs of the subject, predicate, and object that
make up each ID-based triple ¢; in Figure 2, and results also refer to those
triples.

As explained above, all our algorithms start by querying the rdf-layer to
retrieve all the version-oblivious candidate triples that match a given pattern
@. Recall that those triples are augmented with the triple-ID that is used
to find the versioning information within the ver-layer. From there on, can-
didate triples are traversed and filtered using versioning information. For a
Mat(Q,4) query, we have to check if each candidate triple occurs in version 4;
ina Dif f(Q',i,7) query, we check if the triple changes from version i to ver-
sion j; to answer Ver(Q) we simply collect all the different versions in which
each candidate triple occurs.

Apart from the general description of the query operations, we will show
that some optimizations can also be performed during the traversal of the can-
didate triples. These optimizations are based on the fact that, for some triple
patterns, the candidate triples form a contiguous range [t;,t ] In particular,
since we sorted the source triples by subject, predicate, and object, in the case
of v—-RDFCSA the subjects of all the candidate triples for operations (s?7),
(sp?), and (spo) make up a contiguous range in the suffix array SA[l,r] [9],
and the triple-IDs of those candidate triples are respectively the values [, ... r.
Therefore, they are aligned with the ver-layer and we can use the version-
ing information for triples #;, ..., ¢, to discard some candidate triples without
actually traversing them. The same optimizations are also suitable for v-HDT,
using the position of the object in Sp to track the triples.

Version materialization queries: A query Mat(Q,i) looks for all the
triples matching the pattern @ that are active in version i. To answer this
query, we start by locating in the rdf-layer all the enhanced candidate triples
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that match our query pattern (). Then, the versioning information is used to
filter the list of candidates. When using the vpt strategy, for each candidate
triple ¢ we check the value of B [i]. If it is set to 1, the triple is a valid result,
otherwise it is discarded. When using the tpv strategy, we proceed in a similar
way: if BY[k] is set to 1, the triple is valid, otherwise it is discarded.

The basic query algorithms explained above are valid for any query pattern.
However, in some patterns it is possible to use optimized algorithms to speed up
queries. Particularly, this optimization is feasible when using the tpv versioning
strategy and when the query pattern is one of (s?7?), (sp?), and (spo). In
this case, the candidate triples obtained in the rdf-layer will always conform
a contiguous range [I,r]. Since BY is set to 1 only for triples that are valid in
version i, by ¢; <— ranky(BY,1) and ¢, < rank,(BY,r) we can determine that
the number of valid results in the range is ¢ = ¢, — ¢; + 1. Furthermore, we
can locate the actual positions of each valid triple using select operations to
locate the positions of the bits set to 1: the valid results will be the the triples
at positions t,, such that p < select1(B},j),Vj € [c1, ¢ ].

Delta materialization queries: A Dif f(Q,i,7) query looks for all the
triples that match the pattern @ and that have changed their state (either
occurring or not) when considering versions ¢ and j (i.e., they occur in ver-
sion ¢ but not in version j, or vice versa). To answer this query, we start again
by locating the enhanced candidate triples, and then filter them using the
versioning information.

When using the vpt strategy, we need to access two different positions in
B;. We set x + BL[i] and y < Bi[j]. Values x and y just determine if the
triple occurred in versions ¢ and j respectively. When using the tpv strategy,
we perform two similar operations to set x < BY[k] and y < Bj[k].

Apart from the way of computing the values of z and y, the process to check
each candidate is similar in both strategies. If x = y the triple is discarded.
If x # y the triple is a valid result. In this case, if x = 1 the triple existed in
version i but was deleted in version j, whereas if y = 1 the triple did not occur
in version 7 and was added in version j.

In the tpv strategy, we can again use optimized algorithms to answer
queries involving (s77), (sp?), and (spo) patterns, where candidate triples
are consecutive (¢;,t;41,...,t.). For any bitsequence B, let us define the oper-
ation p < getNexti(B,pos), that locates the position p (p > pos) of the first
1 in B, starting the search from position pos onward. Notice that getNext,
can be easily defined in terms of rank and select operations: it returns pos
if Blpos] = 1, or select1(B,1 + rank;(B, pos)) otherwise. Given the range
[Lr], corresponding to the location of all the candidate triples, we initially set
p1 < getNewty (B}, 1) and pa < getNext;(B},1). Then, we iteratively compare
and update positions p; and po, as long as r > p; or r > po. In each step, we
perform the following comparison:

o If p1 < p2, the triple at position p; is added to the result because

it existed in version ¢ but it was removed in version j. We set p; <
getNexti(BY,p1+1) to point to the next triple that occurred in version i.
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e If po < pi, the triple at position p, is added to the result because it
did not occur in version ¢, and it was added in version j. We set py <
getNext1 (B, ps + 1) to point to the next triple in version j.

® [f p; = po the triple is discarded because it did not change. We must
update both py < getNext (B, p1 + 1) and pz < getNext,(Bj,ps + 1).

The search process continues until 7 < p; and 7 < ps.

Version queries: The query Ver(Q) looks for all the triples matching the
query pattern in any version of the archive. The results, therefore, include all
the versions in which each of the candidate triples was active. In our proposal,
this is translated into checking, for each candidate triple and version, whether
the candidate triple was active in that specific version. That is, for each can-
didate triple at position k, in the vpt strategy we check if 8L [i] is set to 1, and
in the tpv strategy, we check if bit BY [k] is set to 1. We repeat this process for
all the versions i € [1, N].

As in previous queries, optimized algorithms can also be used on the tpv
strategy for triple patterns (s?7), (sp?), and (spo). Knowing that all the
candidate triples are in a contiguous range [I, ], we can avoid traversing all the
candidate triples. Instead, we can iterate over the IV bitsequences B}. In each
of them, we can initially set p = [, and then compute p < getNext,(BY,p+1)
to locate the positions of all the ones in the range. This process continues while
p < r, and returns the location of all the triples that are valid for any version.

Note that, in version queries, we can also optimize vpt when it obtains
the versions in which a given candidate triple k occurs. Instead of sequentially
traversing B [i] to find the position of the 1s, we can use getNext; to directly
obtain those positions. This optimization would apply for all triple patterns,
yet, in practice, we would expect that it could only improve performance in
datasets with a large number of versions.

4 Experiments

In this section we describe the experimental evaluation of v-RDF-SI that we
have conducted. First, in Section 4.1 we outline the datasets and variants used,
as well as the main details of the experimental method used. Then, in Section
4.2, we evaluate the performance of the different components of v—-RDF-SI, in
the rdf-layer and the ver-layer. Finally, in Sections 4.3 and 4.4, we compare
our solution with Jena and OSTRICH, two state-of-the-art alternatives.

4.1 Experimental framework

We have implemented different variants of v—=RDF-SI that use different data
structures for the rdf-layer and the ver-layer. They are experimentally evalu-
ated in this section. First, v—RDF-SI can use either RDFCSA or HDT as the main
data structure for the rdf-layer, therefore yielding two variants v-RDFCSA and
v-HDT. Second, for each variant of the rdf-layer, we can choose the bitsequence
organization strategy in the ver-layer: vpt stores a bitsequence per triple with
its versioning information, whereas tpv stores a bitsequence per version in
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the collection. Third, for each of the previous variants, we test different bit-
sequences to store the versioning information: we test plain bitmaps, as well
as RG, RRR, Delta, and 0Z representations. In order to achieve compression in
the vpt variant, we concatenate all the vpt individual bitsequences and build
compressed representations for the full bitsequence. Note that we easily retain
the ability to access the individual bitsequences because they all have the same
number of bits.

The implementations used for RG, RRR, and SDarray are available at libcds®
library. Delta [1] is available at http://pizzachili.dcc.uchile.cl/cst/. For 0Z, we
created our own implementation following the guidelines in [46]. We designed
0Z in such a way that it chooses the most compact representation for each of
the underlying bitsequences Z and O among: (i) RG with factor = 20, (ii) RRR
using sampling rate t.., = 32, (iii) SDarray, and (iv) Delta with sampling
rate t, = 64. By doing so, we ensure the best possible compression at the cost
of probably not using the fastest alternative.

Finally, we also test optimized versions of the query algorithms that take
advantage of the rank/select features in most bitsequence representations to
speed up some of the queries. As discussed in Section 3.3, these variants
(labeled ©FT), can take advantage in some query patterns ((s?7?), (sp?), and
(spo)) of the fact that the query results correspond to contiguous ranges in
the versioning bitsequences, using rank/select operations to retrieve the ver-
sioning information instead of searching results separately. These optimized
versions for the tpv variant are used in our experiments for v-RDFCSA and
v-HDT. We do not consider the optimization proposed for version queries in
the vpt variant, since it requires a relatively large number of versions to be
useful in practice.

We conduct our experimental evaluation using the BEAR benchmark [25],
that provides an RDF archive, a complete collection of query sets cover-
ing all the query strategies and triple patterns, and a baseline archiving
implementation.

The RDF archive used in BEAR consists of 58 versions of a large
dataset, storing weekly crawls from more than 650 domains. This results in an
heterogeneous corpus with over 2 billion triples. Disregarding version informa-
tion, there are only 376 million version-oblivious triples. Among them, there
is a small core of 3.5 million triples that do not change at any point in the
archive. The dataset grows along time, from 33 million triples in the first ver-
sion to 66 million triples in the last one. The rate of changes in the dataset is
relatively high, with 31% of the triples changing between consecutive versions
on average. Table 1 summarizes these statistics of the dataset. We will use two
sizes as a reference point for compression: the plain size of the dataset (stored
in NTriples” format) is 325GiB, whereas a gzipped version of the NTriples file
requires only 23GiB.

SObtained from https://github.com/fclaude/libcds
"https://www.w3.org/2001/sw/RDFCore/ntriples/
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|A| # versions  |[Vo|  |Vs7| 5 Ca O4

2,073M 58 30M 66M 31% 3.5M  376M
Table 1 Corpus statistics; |A|: total triples in the Archive, |Vp|,|Vs7|: # triples at

version Vy and Vs7, 8: mean % of triples that change between versions, C 4: static
core of the archive (unchanged triples), O 4: number of version-Oblivious triples.

BEAR also contains a varied testbed including Mat, Diff, and Ver
queries. It provides queries for all the basic triple patterns: (s?7?), (?7p?),
(?70), (sp?), (s70), (7po), and (spo). For most triple patterns, two query
sets are provided, categorized by the number of results of the queries: @, (low
cardinality: low number of results), and Qg (high cardinality: high number of
results) queries. Fach query set consists of 50 different queries. We refer the
reader to the original article [25] for additional details on the dataset and query
sets, and explanations on a few exceptions. For instance, for (?p?) queries a
smaller number of queries exists, and for (spo) and (s?70) queries only low
cardinality query sets could be defined.

Finally, BEAR deploys an archiving system that can be used as a baseline.
It is based on the Jena TDB store® (referred to as Jena hereinafter). The three
basic archiving strategies are implemented in this baseline: i) Jena-IC uses an
independent store to represent each version of the dataset; ii) Jena-CB stores
indexes for the triples that are added and deleted in each version; and iii)
Jena-TB annotates each triple with its versioning information and stores the
resulting quads in a single store.

v-RDF-SI was implemented in C++, whereas Jena was implemented in
Java. In the performance comparisons with Jena, we measure elapsed time
and execute a warm-up phase in Jena, running each query set twice for each
variant and measuring query times during the second execution. This tries to
mitigate any effect on the performance of Jena due to disk accesses, and is our
best effort to provide the fairest possible comparison between both solutions.
Nevertheless, we note that Jena is designed as a disk-based solution, so it
may incur by design in other overheads that v—-RDF-SI does not have, hence a
completely fair comparison is not possible due to their different nature.

All our experiments were performed in a system with 2x Intel Xeon
E5-2643-v2 @3.50GHz (12 cores, 24 siblings) and 256GiB RAM (DDR3
@1.60GHz). The operating system is Ubuntu 16.04. Our prototype was com-
piled using gcc 4.8 with full optimizations enabled. The Jena-based solution
was compiled and executed using Java version 8.

4.2 Space-time tradeoff of our variants

In order to measure the relative space-time tradeoff of all our implementation
variants, we executed all the query patterns using v—-RDFCSA and v-HDT, and the

8https://jena.apache.org/documentation/tdb/
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variants vpt and tpv with all the bitsequence representations. When possible,
we also ran the optimized solutions of some queries.

Note that in this section we ignore the space and time required by the
dictionary component of the final solution since the same dictionary can be
added to all the solutions and its cost will be identical in all of them.

4.2.1 Choosing a bitsequence implementation

First, we focus on showing how the six different representations for bitse-
quences lead to different space-time tradeoffs in our v—=RDF-SI proposal. Table 2
displays, for each bitsequence strategy, the actual parameters used to tune it
in our experiments, and its size (in GiB) when we represent the ver-layer of
our RDF archive following the tpv and vpt strategies.

Strategy parameters Space (GiB)

tpv vpt
Plain none 2.54 2.54
RG factor=20 2.67 2.67
SDarray none 1.69 1.54
RRR t=64 1.38 1.58
Delta tp =064 0.65 0.97
(0Y/ none 0.34 0.71

Table 2 Detailed space needs for the ver-layer.

We can see that the compressed bitsequence representations are more effec-
tive for the tpv strategy, probably because those bitsequences have more
redundancies than in the vpt counterpart. Also, we can see that compressed
bitsequence representations obtain important space savings. Particularly,
Delta and 0Z, the most effective strategies, require roughly around 15-40%
the size of the plain bitsequence.

Figures 6 and 7 show the results obtained by v-RDFCSA for the most rel-
evant query sets. We only display results for the tpv variant, and specifically
for subject and object lookup queries with high cardinality (scenarios Qf{ and

g in BEAR). We choose this subset of queries because they are the most rep-
resentative ones, and we opt for the query sets with high cardinality because
they better display the differences in performance. Results for the other query
patterns, and for query sets with low cardinality, are omitted for brevity, but
display roughly the same relative performance among bitsequence implemen-
tations. We also omit for brevity similar results for v—HDT, because they follow
the same trends. The space-time tradeoff displayed for each variant corre-
sponds to the sampling parameter ¢, € {256,64,16}, that affects the query
performance of v-RDFCSA [9]. Following the same ideas in [20], we compress
U by taking differences between consecutive values of ¥ and then encoding
those differences using run-length and Huffman coding. Finally, absolute val-
ues from W are retained at regular intervals of size t,, to ensure pseudo-random
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Fig. 6 Query times for subject lookups: Mat, Diff, and Ver queries.

access capabilities. Note that, in these figures, we are considering the space
required by the triple identifiers and the versioning information combined, and
excluding the dictionary.

Our results show that the choice of bitsequence implementation for the
versioning information has a very significant impact on the query performance
and space requirements. Solutions based on plain bitsequence implementations,
and the solutions based on the RG bitsequence (an uncompressed bitsequence
with additional support for rank/select queries) require significant space for the
overall v=RDFCSA representation, whereas the most compact solutions based
on Delta and 0Z require much less space. Recall that the space includes both
the triple identifiers and the versioning information, but if we considered only
the versioning information, plain bitsequence representations would require up
to 7 times the space of the most compressed ones.

Figure 6 displays results for subject lookups (s?7). For this query we dis-
play the results for the basic query algorithms and the optimized ones (labeled
with @PT), that can take advantage of the bitsequence implementations but
can only be applied in some query patterns (namely (s77), (sp?), and (spo)).
Query times are very different between Mat, Dif f, and Ver queries, but rel-
ative comparisons are similar, and we will focus only on relative differences
among bitsequences. Results show that 0Z is the most compact bitsequence,
but it is significantly slower when no optimized algorithms are used. The Delta
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Fig. 7 Query times for object lookups: Mat, Dif f, and Ver queries.

1000

bitsequences are also very compact, but they are still much slower when using
basic query algorithms; using the optimized query algorithms, they are much
more competitive, obtaining query times similar to RRR and SDarray while
requiring significantly less space. The most stable compressed bitsequence is
RRR, that provides good performance in basic and optimized query algorithms.
Finally, both the plain bitsequence representation and the RG bitsequence that
add rank support are much larger than the alternatives. Additionally, the
optimized algorithms seem to have little effect in most cases over uncom-
pressed bitsequences, since the cost of repeated operations is small. Therefore,
plain bitsequences with no additional data structures are smaller and usually
competitive in query times with RG.

Figure 7 displays results for object lookups (?70). Note that in this case
no optimized query algorithms exist, so we only display the query times for
the regular algorithms. The space-time tradeoff of the different bitsequence
implementations is roughly the same as in the previous case. 0Z is orders of
magnitude slower than any other implementation, and Delta is also a very
good choice for compression but is still 3 times slower than the other proposals.
Both RRR and SDarray offer a reasonable space-time tradeoff, being much
faster than Delta and much smaller than uncompressed bitsequences, with
query times relatively close to those of a plain bitsequence implementation or
using RG.
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The overall comparison results displayed hold for the remaining query
patterns: first, a wide space-time tradeoff can be obtained depending on the bit-
sequence representation chosen to handle the versioning information; second,
optimized query algorithms can improve query times significantly in the triple
patterns where they can be applied, but they usually provide an advantage
only when using compressed bitsequence representations, that are very slow at
access operations. In the following sections we will select a subset of the bit-
sequence configurations that is a good representative of the overall trends and
space-time tradeoff. Specifically, for the query patterns that support optimized
query algorithms (i.e. (s?7?), (sp?), (spo), in the tpv versioning strategy)
we will display query times only for those optimized algorithms. Additionally,
we will display query times for plain bitsequences, RRR, and Delta, as repre-
sentatives of the space-time tradeoff that can be achieved depending on the
bitsequence representation.

4.2.2 Comparing the versioning strategy

Next, we compared the space-time tradeoff of v-RDF-SI depending on both
the variant used for the storage of triples and the versioning strategy.

Figures 8 and 9 display the results for v-RDFCSA and v-HDT for subject
and object lookups respectively. We display results for the two alternatives
to handle the versioning information, vpt and tpv, and considered the bitse-
quence representations Plain, RRR, and Delta. Again, we only display results
for (s77) and (?770) as representative queries, since the trends are similar in
the other query patterns.

Let us focus on the comparison between versioning variants vpt and tpv.
The two plots in Figure 8 (top) display the performance on subject lookups
for version materialization and delta materialization queries. In both cases,
and independently of the bitsequence and data structure used, the tpv ver-
sioning strategy obtains faster query times, in addition to smaller space usage.
The difference is particularly significant in the most space-efficient solutions:
the tpv implementation using Delta bitsequences requires less than half the
time of the vpt counterpart. Figure 9 (top) displays similar results for object
lookups, and again the tpv strategy is faster and smaller.

When considering version queries (bottom plots in Figures 8 and 9), results
are slightly different: for subject lookups (s77), displayed in Figure 8 (bot-
tom), the tpv variant is still faster, thanks to the performance of the optimized
query algorithms. However, these optimizations are only available for 3 query
patterns, namely (s?77), (sp?) and (spo). In the remaining query patterns,
the vpt strategy becomes faster, as displayed in Figure 9 (bottom) for (?70)
patterns.

Considering the overall results, the choice of vpt or tpv versioning strategy
is affected mainly by the type of query to be executed: vpt is slower in general
in all Mat and Diff queries. However, in Ver queries the decision depends
on the triple pattern: when optimized algorithms are available for tpv, this
strategy is still faster, but when using basic algorithms vpt becomes the fastest
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Fig. 8 Subject lookups: Mat, Dif f, and Ver queries. Times in us/query, space in GiB.

alternative. Note that optimized query algorithms can always be used when
available, but could also be switched off without changes to the structure, the
choice of versioning strategy must be determined on construction time. We
consider that tpv is the best strategy overall, with vpt being only useful when
Ver queries are expected to be very frequent.

4.3 Comparison with the baseline in BEAR

In this section, we extend our experimental evaluation by comparing our vari-
ants with the Jena baseline deployed in BEAR. Throughout this section, we
consider not only the query times to perform the query on the versioned triples
encoded as IDs, but also the time required to transform the query compo-
nents to IDs and the reverse transformation of results to the corresponding
strings. To do this, we consider a default dictionary, based on Front-Coding,
to perform the transformations [40]. The dictionary adds 2.3GiB on top of the
space requirements of any of our v-RDF-SI variants, and requires 1.5-5 us to
process each query result, adding from a few microseconds to a few millisec-
onds to the query response times of v=RDFCSA and v-HDT, depending on the
query pattern, because the number of results returned can largely differ among
them. In this section, we will display results for the seven basic triple pattern
queries, in order to better characterize the difference in performance between
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Fig. 9 Object lookups: Mat, Dif f, and Ver queries. Times in us/query, space in GiB.

our proposals v-RDFCSA and v-HDT, and the Jena baselines. For v-RDFCSA we
set ty = 64 which provides a balanced space/time tradeoff.

A first important consideration is the space required by each solution.
As shown in the previous sections, our variants require roughly 5-9 GiB to
store the complete dataset (including the dictionary), depending on the chosen
variant. On the other hand, Jena-IC, Jena-CB, and Jena-TB need 230GiB,
138GiB, and 81GiB, respectively. These differences in space are expected, due
to the different nature of the solutions. However, note that even the less com-
pact representations based on v-RDFCSA or v-HDT use roughly an order of
magnitude less space than Jena. In the rest of this section, we will focus on
query performance in order to show that our solutions are not only significantly
smaller but also much faster on average than the Jena baseline.

Figures 10 and 11 display the results for all the basic triple patterns on
version materialization queries; i.e. the times required to recover all the triples
matching the triple pattern in each version. We display results for the 3 main
Jena variants, as well as for 4 of our proposals, in order to cover the space-time
tradeoff provided: we show results for v—=HDT and v-RDFCSA with Plain and
Delta bitsequences. All our implementations use the tpv versioning strategy,
that is faster than vpt in all cases for this type of queries. Note that the
bitsequence implementations selected represent two opposite end points that
draw the overall space-time tradeoff provided in both v—=RDFCSA and v-HDT.
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Figure 10 displays the results for the most representative query patterns:
subject, object, and predicate lookups. Our proposals are faster in general than
the Jena baselines. Jena-IC is the most efficient approach from the baseline,
as expected, but it is still slower than our fastest solutions in all cases. For
(s7?) queries, Jena-IC requires around 1 ms/query (millisecond per query),
whereas v-RDFCSA and v-HDT use around 0.2 ms/query. In (?70) and (?7p?)
queries, Jena-1C is competitive with our solutions in query times, requiring
around 1 ms/query in (??0) and 10 ms/query in (?p?). Jena-CB is also
competitive for queries in the first versions of the datasets, but due to its
change-based nature it becomes slower as the version increases, and is on
average 5—10 times slower than Jena-IC. Note also that the difference between
our implementation alternatives, v—RDFCSA and v-HDT, as well as the difference
between bitsequence implementations, plain and Delta, are relatively small:
v-HDT is faster in (s77) and (?p?), whereas v—RDFCSA is faster in (770), but
all the solutions are roughly in the same order of magnitude. The effect of the
dictionary component is very significant in this scenario, since for queries that
return a relatively large number of results, the cost of the dictionary lookups
needed to unmap the resulting ID-based triples into the final string-based
triples is higher than the cost of querying the rdf-layer and the ver-layer. This
is the case for these three representative patterns.
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Fig. 11 Version materialization queries for (sp?), (s?70), (7po), and (spo) patterns. Times
in ms/query.

Figure 11 displays the results for (sp?), (s70), (7po), and (spo) queries.
As in the previous triple patterns, our solutions are overall faster than the Jena
baseline. Among our variants, v—HDT is faster in most cases, and the differences
between bitsequence implementations are not very significant in most cases.
Only Jena-IC is competitive in query times with our solutions, and is even
able to beat them in (7po) queries. In the remaining patterns, v-HDT and
v-RDFCSA are faster than Jena-IC, and v-HDT is usually an order of magnitude
faster. Jena-CB is again competitive only for queries in the first versions of
the archive, but around 10 times slower on average.

Figures 12 and 13 display the results for all the basic pattern queries
on delta materialization queries. We perform the basic delta materialization
queries between version 0 and versions 5, 10, ..., 55, 57, and display the evo-
lution of the query times as the gap between those two versions increases.
Therefore, the plots display the performance of delta materialization queries
for increasingly large version gaps.

Results show that, in general, our solutions are faster for delta material-
ization queries, yet the Jena baselines are competitive in some query patterns.
Particularly, in (?70) (Figure 12, top-right) and (7po) (Figure 13, bottom-
left) Jena-IC obtains query times similar to our solutions, but our fastest
solutions based on plain bitsequences still yield the best query times. Taking



Springer Nature 2021 B TEX template

Compressed and Queryable Self-Indexes for RDF Archives 31

(s27?) (2720)

10000 T 10000

Jena-IC Jena-IC
Jena-CB Jena-CB

- -  ——— —Jena—TB— . . —Jdenpa-TB——

p 1000 HDT-Plain E z 1000 ¢ HDT-Plain E

) HDT-Delta 0 HDT-Delta

= RDFCSA-Plain =) RDFCSA-Plain

~ RDFCSA-Delta ~ RDFCSA-Delta

a 100 g 100 |

0 0

: :

g 10 b 5 10 b

2 -

> >

19 \\\\*»4»4-4-4—4—4»~4~«-<__~/»»»>,4_;4<4<4/ g 47 - B

g 1k E 5 1F

& &

0.1 . . . . . 0.1 . . . . .
10 20 30 40 50 10 20 30 40 50
Version Version

(?p?)

10000 T
Jena-IC
Jena-CB
Jena-TB
— - HPT-Plain— — ——

1000 f HDT-Delta 3
RDFCSA-Plain
RDFCSA-Delta

100 ¢

10 F

Query times (ms/query)

Version
Fig. 12 Delta materialization queries for subject, predicate, and object lookups. Times in
ms/query.

into account that Jena-IC requires roughly 20—40 times more space than our
representations, we consider our solutions still preferable in this scenario, even
if Jena is competitive in query times. For the remaining query patterns, all
our variants are faster than Jena, and our best solution is always v-HDT with
plain bitsequences. It achieves query times that range between 0.01-0.003 ms/-
query for the most selective queries displayed in Figure 13 and 2-4 ms/query
for (?p?) queries, where the cost of the query is dominated by the dictionary
lookups. Overall, our solutions provide very stable and efficient query times
across all patterns, with worst-case query times below 10 ms/query even for
those queries returning many results (up to 1000 triples per query in (?p?)).

Figures 14 and 15 display the results for version queries, that retrieve all
occurrences matching the query pattern among all versions of the dataset.
As in the previous query types, we first display results for the representative
subject, object, and predicate lookups in Figure 14 and then for the more
selective patterns in Figure 15. In this scenario, we display query times for our
approaches using the vpt strategy, that showed to be faster than tpv in most
query patterns.

Both v-RDFCSA and v-HDT are much faster than the Jena baselines in most
query patterns. For (s?7) and (?70) queries, displayed in Figure 14, our
fastest variants are 5 times faster than Jena-1C and Jena-CB, which obtain
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Fig. 13 Delta materialization queries for (sp?), (s?0), (?po), and (spo) patterns. Times
in ms/query.

the best results in the baseline. Similar comparison results appear for most
of the remaining patterns, including the more selective queries displayed in
Figure 15. In most cases, all our variants are faster than the best Jena base-
line, in some cases up to 3 orders of magnitude faster. However, Jena-CB is
faster in (?p?) queries (Figure 14, bottom), where most of the query time in
our representations is spent in dictionary accesses. Jena-CB is also competi-
tive with our variants using Delta compressed bitmaps in (?po) and (770)
queries. Among our solutions, v-HDT is faster than v—RDFCSA in general, and
the solutions using plain bitsequences are faster than those using compressed
Delta bitsequences, as expected.

Considering the overall results for Mat, Diff, and Ver queries, our
variants clearly improve the baseline both in space requirements and query
performance. The Jena-IC baseline is competitive in query times with our
best solutions, but requires 20-40 times more space. Jena-CB is competitive
with our proposals in version queries, but much less efficient in the remaining
queries, and still much larger than our proposals. Jena-TB, the most compact
baseline, is orders of magnitude slower than any of our solutions.
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4.4 Comparison with OSTRICH

We have compared our proposal with OSTRICH [56], a state-of-the-art com-
pact solution offering good space/time tradeoffs [51]. Since we were unable to
build the representation of the full BEAR dataset with OSTRICH in reason-
able time, and in order to provide an estimation of the relative performance of
this tool, we have performed tests using just the first 10 versions of the dataset.
OSTRICH requires around 5GiB to store these versions, whereas v-RDFCSA,
is able to represent them in 1.15 GiB using Plain bitmaps (Delta bitmaps
barely improve space due to the small number of versions). Note that most of
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the space is taken by the string dictionary; the representation of the integer
triples requires less than 0.5 GiB in v-RDFCSA.
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Fig. 16 Times for version materialization queries (top left), delta materialization queries
(top right) and version queries (bottom) in OSTRICH and v-RDFCSA. Times in ms/query.

Next, we compare the query performance of v-RDFCSA with OSTRICH.
Figure 16 displays a summary of query times obtained running the original
BEAR query set on just the first 10 versions. We include results only for the
(s?7) pattern, but similar trends appear in other patterns, with our proposal
being significantly faster than OSTRICH. In version materialization queries
(top-left plot), OSTRICH is more competitive when accessing a snapshot (ver-
sion 0), but is still slower than v-RDFCSA in all cases. In delta materialization
and version queries, our proposal is again clearly faster than OSTRICH.

4.5 Summary of experiments

In previous sections, we have covered a variety of variants and query scenarios.
In this section, we summarize the overall results and discuss the main trends
identified in our experimentation.

The variants of v-RDF-SI tested provide a wide space-time tradeoff: our
solution requires roughly 4.5-9GiB to store the full BEAR archive, that
requires 325GiB when stored in plain format. The overall size of our represen-
tation depends on the choice for the rdf-layer and the ver-layer. The rdf-layer,
that stores the version-oblivious triples, requires 1.9-2.3GiB to store the triples
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when compressed using v-RDFCSA, and 4.3GiB when using v-HDT. Addition-
ally, a Front-coding dictionary is necessary to translate string to ids, requiring
an additional 2.3GiB. The wver-layer requires 0.3-2.7GiB, depending on the
choice of bitsequence and versioning strategy. The bitsequence implementation
used is the most important factor: Plain bitsequences require 2.5GiB, whereas
compact implementations such as Delta or 0Z require less than 1GiB.

The choice of triple representation, the bitsequence implementation and
the versioning strategy have a significant effect in query times. In the rdf-
layer, v—RDFCSA is slower than v—HDT for most query patterns. In the ver-layer,
variants with Plain bitsequences are one order of magnitude faster than
using Delta, ignoring the dictionary query times. The tpv versioning strat-
egy is faster in general than vpt in Mat and Diff queries, especially in
queries such as (s?7) and (sp?), for which optimized algorithms exist only
in the tpv strategy. In Ver queries, the vpt strategy is slightly faster in most
queries. Recall, however, that the experiments in Section 4.2 do not consider
the dictionary query times. Therefore, differences between variants are less
extreme in Section 4.3, once the dictionary query times are incorporated to
the measurements.

When compared with the Jena baseline, v-RDF-SI has much lower space
requirements and is also clearly faster in almost all queries. Our largest solu-
tion is v-HDT with Plain bitsequences, and uses around 9GiB; a much more
compact solution based on v-RDFCSA and Delta bitsequences requires around
5GiB. Jena-based solutions, on the other hand, use 80-230GiB, and are slower
than our slowest solution in most of the queries. Overall, our fastest variants
based on plain bitmaps yield the best query times in almost all cases, even
if Jena-IC and Jena-CB are competitive in some queries. Query times of our
proposals depend heavily on the query. Our solutions range from less than 0.1
ms/query in (spo) version materialization queries to 300 ms/query for (?p?)
version queries. In most queries v-HDT is 2-5 times faster than the equivalent
v-RDFCSA, and Delta bitsequences can yield query times up to 5 times slower
than Plain bitsequences.

Overall, we consider that v—~RDFCSA and the tpv versioning strategy offer
the best tradeoff, and that compressed bitsequences are probably the best
choice in most scenarios. Note that differences in query times are usually less
significant in the most complex queries (see, for instance, (?p?) queries in
Figure 14), so the alternatives that achieve better compression are very com-
petitive for most applications. The vpt versioning strategy is still useful for Ver
queries, and Plain bitsequences of v—=HDT can be used to prioritize performance
over memory consumption.

Finally, our experimental comparison with OSTRICH shows that v—-RDFCSA
clearly overcomes OSTRICH in both space and time. It uses around 30% of
its space and yields 1-2 orders of magnitude faster query times.
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5 Conclusions and Future Work

In this paper we introduce v-RDF-SI, a solution able to efficiently handle large
RDF archives in compressed space. Our proposal separates the archive repre-
sentation into two layers, and provides alternative implementations for each
of them: the rdf-layer stores the version-oblivious triples in the dataset, and
is implemented using RDFCSA or HDT; the ver-layer stores the versioning infor-
mation, and is implemented following two strategies (tpv and vpt) that can
be coupled with any bitsequence representation. By exploiting the compres-
sion capabilities and performance of compact data structures in both layers,
v-RDF-SI is able to achieve very good compression while providing efficient
query support.

Our experimental evaluation using the BEAR benchmark shows that
v-RDF-SI clearly outperforms the reference Jena baseline, by reducing space
requirements up to 40 times while yielding query times much faster on average,
and competitive in all queries. In addition, our results show that a space-time
tradeoff can be achieved in v-RDF-SI: solutions based on v-RDFCSA and com-
pressed bitsequences require approximately half the space of solutions based
on v-HDT and plain bitsequences, but are also 2-5 times slower in most cases.
Furthermore, the two versioning strategies that we present yield different
performance depending on the queries, being tpv the best choice overall.

In addition, we have included a comparison with OSTRICH, a state-of-the-
art solution for RDF archiving, where we show that our proposal uses roughly
one quarter of the space required by OSTRICH while being significantly faster
at query time. This permits us to conclude that our proposals make up a
relevant contribution for RDF archiving.

As future work, we plan to integrate our solution in a full SPARQL engine,
so it can provide versioning functionalities on all types of SPARQL queries.
In addition, we plan to explore other possibilities for the rdf-layer. A major
pending challenge is the support for changeset ingestion. Dynamic dictionaries
or small collections of static dictionaries could be used to handle new versions,
but combining these with the rigid ID assignment requirements in the rdf-layer
is the major challenge. The rdf-layer could be implemented using dynamic
compact data structures like the dynamic k2-tree [10], but this would require
to apply some of the changes described in Section 3.1.3 to keep track of
triple ordering. Another alternative is the creation of a dynamic RDFCSA, using
dynamic variants of the CSA [14, 38, 45]. Insertions in the ver-layer could be
easily implemented in the tpv variant with static bitsequences for each new
version, but more complex solutions involving dynamic bitsequences [16] would
be required for vpt.
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